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ABSTRACT

Software development has become a cognitive and collaborative knowledge-based endeavor where developers and organizations, faced with a variety of challenges and an increased demand for extensive knowledge support, push the boundaries of existing tools and work practices. Researchers and industry professionals have spent years studying collaborative work and communication media, however, the landscape of social media is rapidly changing. Thus, instead of trying to model the use of specific technologies and communication media, I seek to model the knowledge-building process itself. Doing so will not only allow us to understand specific tool and communication media use, but whole ecosystems of technologies and their impact on software development and knowledge work, revealing aspects not only unique to specific tools, but also aspects about the combination of technologies.

In this dissertation, I describe the empirical studies I conducted aimed to understand social and communication media use in software development and knowledge curation within developer communities. An important part of the thesis is an additional qualitative meta-synthesis of these studies. My meta-analysis has led to a model of software development as a knowledge building process, and a theoretical framework: I describe this newly formed framework and how it is grounded in empirical work, and demonstrate how my primary studies led to its creation. My conceptualization of knowledge building within software development and the proposed framework provide the research community with the means to pursue a deeper understanding of software development and contemporary knowledge work. I believe that this framework can serve as a basis for a theory of knowledge building in software development, shedding light on knowledge flow, knowledge productivity, and knowledge management.
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Preface

“I had leaned and climbed forward like Alice through the looking-glass. I had no idea just how deep the rabbit hole would go.”

– Simon Pegg, 2011

Technology and software are shaping and “fueling” our modern world, progressively expanding and empowering our human abilities to communicate and work collaboratively. However, it’s a double-edged sword—the software we build and the tools and processes we use to build it, are becoming increasingly more complicated. At the same time, we struggle to understand the software development process (on all of its aspects) or how to make it better.

When I set on this journey, I was looking to understand how social media use by developers shapes the software development process. But early on, it became apparent that just looking at the social and communication media developers use is not going to be enough. We needed to take into account the context in which they use the channel (e.g., for what task/activity, types of content, etc), the reasons for using the channel (e.g., provides cognitive support, overcomes challenges), the unit of scale (i.e., individual, group, or community), and how it may be affecting development practices and activities. Thus, I decided to view this from a knowledge transfer perspective. Not long after, it was clear to me that we needed a knowledge theory within software engineering—a theory that would link and explain the relationships between these different components. In my candidacy exam, a two-year mark into my PhD, I argued that “studying only the tools and channels can only provide a narrow perspective. We believe that software development has evolved... into a Participatory Process—A knowledge building process which is characterized by the (1) knowledge activities and actions, (2) stakeholder roles, and (3) is enabled by socially enhanced tools and communication channels”.
When I explained this to my colleagues and other researchers, many agreed but
warned me that this task is perhaps too ambitious for a PhD time frame. Nonetheless,
I was determined. By the three-year mark of my PhD, I needed to begin combining
my research work and form a thesis. But, there were still unexplored directions (e.g.,
roles of developers) and missing pieces (e.g., what is knowledge?) that would help
form a theory. Slowly, I began to realize that this perhaps was too large of a task.
As a result, I changed the scope and direction of my research topic: A socio-technical
view of knowledge curation within software development. I was no longer trying to
form a theory.

Interestingly, while focusing on the new direction, knowledge curation within de-
veloper communities, my research work continued to provide broader insights on the
knowledge transfer process and to reinforce the way we modeled the software develop-
ment process (as part of the knowledge theory). After conducting studies on different
aspects of software engineering and many months spent examining existing theories,
I began to connect the pieces. Ironically, I ended up forming a knowledge framework
for software development after all. This is not a full theory yet, but it is a basis for
one, and I can continue to extend it after my PhD.

In this dissertation, I describe the resulting knowledge framework and the studies
used to form it.
Part I

General Introduction
Chapter 1

Introduction

“No one knows everything, everyone knows something, all knowledge resides in collaborative social networks.”
– adapted from Pierre Levy, 1997

The computer revolution, the microprocessor, and the Internet have paved the way for the rise of software. In 2011, Marc Andreessen hypothesized that “software is eating the world” due to the increasing dependence on software. Technology and software have invaded and overtaken a multitude of industries and organizations, subsequently interweaving with and disrupting conventional work practices, and as a result, have pushed the boundaries of work, collaboration, and communication. Blackler [14] cautioned that “it would be a mistake to regard the new generation of information and communication technologies as neutral tools that can merely be grafted onto existing work systems.”

As software systems become more pervasive and the systems themselves become more interconnected, the development of software evolves into a distributed, cognitive and collaborative knowledge-based endeavor. This knowledge evolution is further fueled by the social transformations of the 21st century, which has introduced new communication channels and socially-enabled tools (e.g., GitHub, Stack Overflow, Slack) that dictate the flow of knowledge, and shape how developers work. As a result, software developers find themselves at the forefront of knowledge work [77], often being the first to adopt new tools and practices, face challenges, and be tasked with adapting and shaping them. Researchers and industry professionals have invested tremendous effort in investigating software development practices, processes,
the tools developers use, and the artifacts they create. However, software is not only code, it is also the combined knowledge within teams and the organizations [105]. Without understanding the knowledge building process itself, our understanding of ‘what software is’ and ‘how software is built’ are and will remain limited.

As part of my PhD and Master’s studies, I have been studying communication and social media use in software development at length. I gained insights on how developers use specific communication channels such as Stack Overflow and GitHub, how different channels support different knowledge sharing activities, and how a developer community makes use of and is challenged by its communication media. However, instead of trying to model the use of specific technologies and communication media (some are rapidly changing), I seek to model the knowledge-building process itself. Doing so will not only allow us to understand the use of specific tool and communication media, but whole ecosystems of technologies and their impact on software development and knowledge work, revealing aspects not only unique to specific tools, but also aspects about the combination of technologies.

In this thesis, I describe my studies on social and communication media use in software development and studies on knowledge curation within software developer communities. An important part of the thesis is an additional qualitative meta-synthesis of these studies. For this purpose, I model software development as a knowledge building process, and undertake an across-study conceptualization to form a theoretical framework. I describe this newly formed framework and how it is grounded in empirical work, and demonstrate how our primary studies led to its creation. This phase of my work aimed to identify underlying conceptual relations that were not necessarily explicitly expressed in the findings, and to form a theoretical groundwork for a knowledge building theory within software engineering. Theoretical models and frameworks help researchers go beyond answering ‘what’ or ‘which’ empirical patterns may be observed, but rather they help to understand and explain the ‘why’ of empirical findings [154, 143]. This proposed framework provides the research community with the means to pursue a deeper understanding of software development and contemporary knowledge work. I believe that this framework can serve as a basis for a theory of knowledge building in software development, shedding light on and benefiting knowledge flow, knowledge productivity, and knowledge management.
1.1 Research Goal and Scope

The overarching goal of this research is to model the knowledge building process in software development; it is scoped on knowledge transfer, the knowledge activities software developers perform, and the communication media that facilitate them.

The research I present and reason about in this dissertation did not start off as an explicit study of knowledge building, but rather the initial aim was to understand the impact social and communication media may have on software development. I realized that with the influence of social media, modern software development has changed. These media are becoming embedded in the software development process and seem to: (1) influence developers activities by changing them or creating new ones; and (2) expose development processes which previously were taken for granted, ignored, or misunderstood. To capture this influence, I studied communication channels and social media use in software development at length, applying multiple empirical software engineering research methods. As I progressed with these studies, it also became apparent that knowledge building was a fundamental part of developing software. Therefore, the need to model software development as a knowledge building process arose gradually and ended up forming the direction I followed with subsequent studies, as well as having shaped the results and interpretations I present in the thesis.

Each of the empirical studies I present in this dissertation has its own study-level research questions. Yet, as I progressed with the individual studies, each one enriched my understanding of the different processes and tools I was studying in software development. This allowed me to reason and abstract from the directly observed study results, with two outcomes: first, it informed the research questions I asked in subsequent studies, and second, it shaped the thesis-level research questions I address and discuss in this dissertation. Below, I describe the rationale behind the thesis research questions and how they link to the individual studies.

1.2 Rationale Behind the Thesis Research Questions

Previous studies within the software engineering community (and some of my own previous work) examined how developers use specific communication channels and
socially enabled tools such as Twitter [142], Stack Overflow [165, 10], and GitHub [27]. These studies focused on one channel at a time, and revealed why developers adopt these channels (e.g., improving awareness, supporting learning), the challenges they face (e.g., information overload), and their coping strategies (e.g., content and network pruning).

Building on that work and aiming to get a fuller picture, I first conducted an empirical study [155] on the role and interplay of the wide landscape of social and communication media developers use (described in Chapter 4). Through the study’s research questions, I sought to understand the characteristics of the “social programmers” that participate in online communities, and identify what communication channels developers use to support their activities, the communication channels they find most important, and the challenges they face when using a whole ecosystem of tools. When taken together, these findings help us understand how social channels and tools affect collaborative software development, and more specifically, the way they affect knowledge building; this is the first thesis-level research question this dissertation showcases.

Besides the study’s findings on tool use by developers, there was an additional insight: the study revealed a highly complex picture of the modern software development process in today’s media-rich development environments. It became clear that to better understand the software development process, one needs to account for more than strictly the communication media and their use—we also need to account for the activities developers carry out, the artifacts they create and share, the roles they take on, and the assemblages they participate in. The need to consider and understand all these aspects pointed to how valuable a descriptive theoretical construct can be in enhancing our understanding of the software development process, and that a non-trivial part of this process relates to knowledge construction. Thereby, I set out towards modeling the software development process and the creation of a theoretical framework to help understand knowledge transfer in software development.

This goal required three layers of work: (1) gather information through additional studies to give coverage and depth for aspects beyond media channel use; (2) leverage knowledge-related theoretical constructs (from other models and theories) to inform and expand my understanding of the phenomenon; and (3) synthesize the findings and my enriched understanding into a theoretical construct, and use that as a lens to reflect on the gathered empirical results.
In the next empirical study [191], I moved from a **global view** of social media use in software development to a **focused view** on how the R developer community uses two specific media channels to curate and share knowledge: Stack Overflow and the R-help mailing list. In this case, the **study-level** research questions focused on identifying the types of knowledge artifacts R developers created and shared, as well as the developers’ participation behavior between the two channels (described in Chapter 5).

When classifying the types of information developers shared, I identified different knowledge creation modes on each channel. I also observed challenges that were previously identified in the first empirical study, but now I was able to see their impact on the community and its knowledge sharing activities. As an example, Stack Overflow’s gamified design provides incentives for individual knowledge contributions, but also hinders collaborative knowledge sharing and community knowledge creation (as exemplified in the number of low quality, unanswered, duplicate, or zero-score questions on Stack Overflow). The answers to this study’s research questions helped me understand **how knowledge is constructed and curated in a developer community**; that is the second **thesis-level** research question the dissertation discusses.

While conducting the above empirical studies, I also participated in a variety of additional studies with my colleagues. In parallel to my own findings, I was exposed to further aspects of social media impact on knowledge transfer within the software development process, which also helped inform my **thesis-level** research questions.

- My studies of GitHub in an educational context [190, 44] revealed how social media platforms can shape workflows and knowledge flow, and introduced me to the role and impact of communities of practice.
- The studies on regulation theory within software development [6, 7] exposed me to important dimensions of collaboration—behavior, cognition, and motivation—and provided insights about sub-processes that govern activities (e.g., Task Understanding, Enacting) at different levels (self-, co-, shared). I believe this study encouraged me to not only focus on understanding the tools and channels developers use, but also to explore the theoretical underpinnings of why certain tools and practices are used, and to consider collaboration at a meta-cognitive level.
- The studies on Bots [157, 87, 88] allowed me to reflect on their role in knowledge sharing within software development. Often, the Bot perspective has challenged my view and understanding of what knowledge is and how knowledge flows
within software development, and I came to realize that Bots are extremely versatile in terms of the types of knowledge they can transfer.

Together with the empirical studies described in this thesis, these findings have added to the richness of my understanding and provided valuable descriptive insights on the building and transfer of knowledge within software development. Section 7.5 includes a more detailed description of how these additional studies have shaped the work presented in this thesis.

As my final step towards the creation of a theoretical construct, I synthesized the empirical findings and insights. For this, I conducted a meta-synthesis study: a review of the earlier studies, where instead of trying to model the use of specific communication media, the aim was to model the knowledge-building process itself. The meta-synthesis provided insights about how knowledge is transferred as part of the software engineering process; this is the third thesis-level research question I discuss in the dissertation.

In summary, through my empirical studies I formed a mental model of how software is built (early iterations of the mental model are shown in Appendix C), and later through the meta-synthesis study I formed a theoretical framework of Knowledge Building in Software Development. This framework builds on directly observed results from my own empirical studies, and is also informed by existing literature and the other studies I participated in. Due to this, the framework is capable of providing deeper insights than the individual components that it was derived from. Consequently, I have revisited core findings of my research work, and by using the knowledge framework as a lens, I have achieved a deeper understanding of ‘why’ these observations and patterns were happening. I elaborate on the use of the technique and demonstrate the additional insights it generated in Chapter 6.

1.3 Contributions

This research work makes the following overarching contributions:

Empirical studies of social and communication media use in software development communities.

In this thesis, I describe the empirical studies I’ve conducted on the use of social and communication media in software developer communities. These studies
have revealed valuable insights about the impact of communication channel use on developers and the software development process, and how different channels support different knowledge sharing activities. The findings of these studies helped us form the basis for a knowledge building framework in software engineering.

**A theoretical framework of knowledge building in software development.**

A key contribution of this thesis is the emerging theoretical framework. The knowledge framework aims to provide researchers with the ‘theoretical mechanisms’ needed to understand and articulate knowledge transfer within software development processes and organizations—thus, leading to a better understanding of software development itself. This framework is grounded in our empirical work and has been demonstrated to extend our findings.

**A heuristic analysis instrument for practitioners.**

To help organizations and development teams choose and design their communication infrastructure, I describe an inspection method in the form of heuristic analysis for revealing and mapping knowledge sharing challenges when using social media and communication channels. This heuristic is given in the form of 25 questions that are designed to be used as a reflective and guiding tool.

### 1.4 Thesis Outline

The thesis is structured in eight chapters. The following provides an outline of each chapter, and shows how content from these chapters relates to papers that were published as part of the thesis. Figure 1.1 shows a high-level outline of the thesis.

**Part I: General Introduction**

**Content:** After introducing the topic and subject matter of this thesis in Chapter 1, a review on background and related work is given in Chapter 2. The background describes the modern landscape of social media and tools used by developers, and its ever-changing and complex nature. Additionally, it motivates the need to understand the impact of social media on developer activities, practices, and community participation. Then, Chapter 3 describes the overarching methodological choices and the
Figure 1.1: An outline of this dissertation.
rationale behind the studies that comprise this thesis. It begins with a description of my epistemological worldview and my research goal, which dictated the research approach and research design I followed. In this chapter, I describe how the research presented in this thesis combines both theoretical and empirical work.

**Publications:** The history of social media and communication tools (presented in Chapter 2) was published as part of a roadmap paper in the International Conference on Software Engineering (ICSE 2014) [156]. It was produced in collaboration with Margaret-Anne Storey, Leif Singer, Fernando Figueira Filho, and Brendan Cleary.

**Part II: Empirical Studies**

**Content:** Chapter 4 describes my research work on the role of social media in software development. Through a large-scale survey with 1,449 developers, I explored how developers use social and communication media to support their development activities. In this study, I focused on the interplay of these channels, and the opportunities and challenges they introduce. Our findings showed that developers use a plethora of communication media to support their development activities, and further emphasize that developers engage in essential non-coding activities, such as learning and keeping up to date. Code hosting sites, face-to-face conversations, question & answer sites, and web search were the top most important channels described in the survey. However, other channels were also deemed important by the participating developers. The most commonly cited reasons were the channel’s support of group awareness, collaboration, allocation and retrieval of information, and its ability to enhance dissemination or consumption of information (i.e., cognitive support). This work helped us form an initial mental model of knowledge transfer in software development—connecting developers, communication media, and their shared artifacts and activities (see Appendix C). Additionally, it helped establish a preliminary taxonomy of knowledge activities for software developers (summarized in Fig. 4.5). Later, I refined these knowledge activities and formed a knowledge building framework (described in Chapter 6).

Informed by these findings and insights, our goal for the following study was to understand the knowledge curation process at a community level (described in Chapter 5). We used a mixed methods exploratory case study methodology. We began by empirically comparing how knowledge, specifically knowledge in question-and-answer form, is sought, shared, and curated on the two primary channels for sharing knowl-
edge within the R community: a mailing list and Stack Overflow. Our findings indicated that there were two different approaches for constructing knowledge: participatory knowledge construction, where members cooperate and complement each other’s contributions, and crowd knowledge construction, where members work towards the same objective but not necessarily together. We observed that knowledge transfer through Stack Overflow was done in a more crowdsourced manner, while knowledge transfer through the R-help mailing list was usually in a participatory manner. We then were able to explore the behavior and participation patterns of community members on the R-help mailing list and Stack Overflow. This has revealed a reduction in growth of active participation on Stack Overflow, i.e., the number of new questions with an overall positive score has started to decrease over time, perhaps indicating that the R community is maturing as a community and moving from knowledge creation to knowledge curation. These findings show promise for applicability to other similar systems and assemblages, e.g., companies adopting an internal Stack Overflow or communities that plan to use private groups on Stack Overflow.

**Publications:** Our study on understanding how social and communication media affect and disrupt software development (Chapter 4) was published in the Transactions on Software Engineering (TSE) journal [155]. It was an extension of our earlier work that was published at the International Conference on Software Engineering (ICSE 2014) [156]. These studies were performed in collaboration with Margaret-Anne Storey, Leif Singer, Daniel M. German, Fernando Figueira Filho, and Brendan Cleary. Our study on knowledge curation (Chapter 5) and its extension were published at the International Conference on Mining Software Repositories (MSR 2016) [192] and in the Journal of Empirical Software Engineering (EMSE) [191]. These studies were performed in collaboration with Daniel M. German, Margaret-Anne Storey, Carlos Gómez Teshima, and Germán Poo-Caamaño.

**Part III: A Theoretical Knowledge Building Framework**

**Content:** This part presents a theoretical framework of knowledge building in software development that is an outcome of an across-study conceptualization. Chapter 6 describes a qualitative meta-synthesis of two former studies: (1) the study on how social and communication media affect and disrupt software development (Chapter 4); and (2) the study about knowledge curation within the R community (Chapter 5). By applying a bottom-up approach consisting of a gradual and iterative analysis,
and an interpretive synthesis of empirical data from these two studies, I formed a knowledge framework. This framework builds on existing concepts and models of knowledge work and CSCW, and on the empirical findings from the research work described in chapters 4–5. This framework is grounded in our empirical work and has been demonstrated to extend our findings.

**Part IV: General Discussion**

**Content:** The last part of the thesis presents insights from my work and provides a discussion on the formed theoretical framework. I begin this chapter by reflecting on why we need another theory in software engineering. To support my arguments, I summarize existing theories used in software engineering that are relevant to the subject matter of the thesis. Then, I discuss how the proposed knowledge framework can be operationalized, and provide an actionable instrument for practitioners in the form of a heuristic analysis for revealing and mapping knowledge sharing challenges when using social media and communication channels (Section 7.3). Subsequently, I evaluate the framework along two main criteria—credibility and applicability—and reflect on the additional factors that have shaped my researcher bias as a result of additional studies I conducted or have been a part of (that are not part of this thesis). Lastly, in Chapter 8, I conclude my thesis and discuss future work.
Chapter 2

Background

“No century in recorded history has experienced so many social transformations and such radical ones as the twentieth century.”

– Peter F. Drucker, 1995

Social and communication media has seen a rapid growth and widespread adoption in the past decade. In fact, the speed and scale of social media adoption, such as Facebook and Twitter, is unprecedented in the history of technology adoption [19]. This proliferation of communication media has led to a paradigm shift in how people communicate, collaborate, and work. It has affected all forms of knowledge work, but perhaps its biggest impact has been on software development.

The rate of technology and communication media change in software development is bewildering. Relatively new communication media, such as GitHub and Stack Overflow (both just released in 2008), have quickly become an essential part of the standard toolset for many software engineers. In order to better understand this phenomena, we first need to take a look at the history of communication media use in software engineering [156].

Shanon [138] defined a communication channel as “merely the medium used to transmit the signal from transmitter to receiver”. While Rogers [130, p. 17] defined it as “the means by which messages get from one individual to another”. For the purpose of this thesis, I define a communication channel as follows:

**Definition:** A communication channel is the means by which information flows from transmitter to receiver(s).
2.1 The ‘Wild West’ of Communication Channels: A Brief History of Media Use in Software Development

In the early history of software development, the main communication channel was face-to-face interactions, as most groups and teams at that time were co-located. Furthermore, reliance on other members was not that significant as most programs written in the 1960s and early 1970s tended to be small [139]. Face-to-face interaction was essential to support learning and problem solving, to build common ground [20], and to support collaborative system design and development. Face-to-face interactions are still a mainstay of communication in software projects, however, the increase of remote work [47] and distributed teams means that many developers nowadays may never meet face to face. In these cases, video chat tools such as Skype or Google Hangouts are used as a substitute.

The next medium to be adopted in the workplace was the telephone, which was important in supporting the early days of collaboration in software development. In 1987, De Marco and Lister [30] proclaimed that “the telephone is here to stay. You can’t get rid of it, nor would you probably want to.” However, they also understood it can be a source of interruptions. To illustrate the issue, they compared the telephone to email. “The big difference between a phone call and an electronic mail message is that the phone call interrupts and the e-mail does not. The trick isn’t in the technology; it is in the changing of habits.” This dichotomy between synchronous and asynchronous communication channels—and even workflows—is garnering renewed attention now that remote work and open source development models are being more readily adopted by software companies.

An extension of email is the mailing list, which plays an ongoing role in keeping community members up to date with project activities. They have been used as a channel to disseminate commit logs from software repositories [59], supporting project awareness and coordination. They have also been used for asynchronous code review in open source projects by sending small patches to members for review [126, 125]. A study by Gutwin et al. [59] showed that mailing lists support information seeking and dissemination of project knowledge, developer activities, and project discussion. On the other hand, the same study indicated that important information about code was sometimes fragmented across different channels (mailing lists, chat, and commit
logs) within the studied open source projects. They found that it was often difficult to ensure that information was read by the right people in a timely fashion.

Capable of being used synchronously or asynchronously, it is not surprising that **text-based communication channels for private chat** and **instant messaging apps** have become widely used by software teams. Developers use these channels for coordinating tasks, sharing work artifacts, and communicating about their work. Initially, developers used general purpose instant messaging apps such as ICQ, AIM, and Skype. However, with time, more specialized chat apps and development tools embedded with instant messaging capabilities have replaced those (e.g., Gitter).

For supporting team interactions, developers use **text-based communication channels for group chat**. Internet Relay Chat (IRC) was perhaps one of the earliest group chat platforms used for work by software developers. Its golden era was between the 1990s and early 2000s, but starting in 2003, it has been gradually superseded by more modern group chat platforms. In 2002, researchers conducted empirical studies to investigate how IRC is used by distributed teams and found that globally distributed developers predominantly used it for technical discussions [64], however, its adoption was inconsistent across development teams [68]. Gutwin *et al.* [59] found that IRC was used for informal communication about project artifacts in open source projects, where important aspects of the non-archived IRC discussions were siphoned off to the project’s mailing list. Interestingly, while IRC has been replaced, its design and features can still be seen in modern chat platforms. Some of the better known examples of modern group chat and project-oriented communication platforms used by developers are: Hipchat (released in 2010, replaced by Stride in 2017, and bought by Slack in 20181), Campfire (released in 2006 and replaced by Basecamp in 2014), Slack (released in 2013), Microsoft Teams (released in 2017), and Telegram (released in 2013).

**Wikis** are another commonly used type of communication channel in software teams, primarily for collaborative knowledge sharing. In 1995, Ward Cunningham designed wikis as a medium for collaboratively editing software documentation [91]. Wikis were innovative because they allowed authors to easily link between internal pages and include text for pages that *did not yet exist* [91]. Wikis have been used to support defect tracking, documentation, requirements tracking, test case management, and are used for project portals [95]. Wikis are also used frequently in global software development [84], and remain integrated in collaborative and social coding
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Beyond collaborating on software documentation, developers make use of additional communication media to communicate and collaborate on other project artifacts. In 1975, Brooks [18, p. 74] described how they used a project workbook to document system knowledge and track all project activities, including rationale for design decisions and change information across versions. Nowadays, developer teams no longer use a physical workbook, and instead have replaced it with more sophisticated tools, notably IDEs (Integrated Development Environments), online hyperlinked documentation, project forges, version control systems, bug trackers, and project management tools. Over time, these different tools incorporated various communication media and social features to support collaborative and distributed interactions.

For collaborating on code artifacts, developers use social coding hubs such as SourceForge (launched in 1999 but lost its popularity to GitHub in 2011), GitHub (launched in 2008), BitBucket (launched 2008), and Gitlab (launched in 2011). For instance, when examining communication in an open source project’s mailing list between 2001 and 2012, Guzzi et al. [60] noticed that most of the communication about development issues occurred through the code repository discussion feature rather than email. These platforms were primarily designed to offer support for hosting projects and to provide revision control. However, modern social platforms such as GitHub go beyond that and serve as community collaboration hubs. They foster collaboration through various awareness features (e.g., dashboards and activity feeds), provide integration with external tools, and support asynchronous workflows (cf. e.g., Pham et al. [117]).

For facilitating the exchange of questions and answers and community discussions, developers initially used communication channels such as Usenet (developed in 1980, archiving of posts began in 1995), bulletin boards, and Google groups. However, over time these were replaced by forums, news feeds, and Q&A platforms such as Stack Overflow, Quora, and Reddit. Nonetheless, many of the features in Usenet can now be seen in more modern media such as Stack Overflow.

Stack Overflow was created in 2008 and has experienced rapid uptake. Even though it has many parallels to Usenet, Stack Overflow differs in several important ways. Firstly, there is moderation of both questions and answers, which improves the trustworthiness and value of the content. Secondly, Stack Overflow has a gamification aspect [32] with reputation scores and the ability to earn new powers through
participation, which may encourage involvement through intrinsic and extrinsic motivation. Finally, the Stack Overflow community responds very quickly: over 92% of questions are answered within a median time of 11 minutes [97]. Stack Overflow has been extensively studied by the research community\(^2\) and is rapidly growing into a formidable documentation resource. For example, Parnin et al. [115] found that it provides very good coverage for documentation on open source APIs.

Another medium that has evolved from the early bulletin boards are social news websites and news feeds, which have been experiencing a recent surge in popularity. Many of these sites [171] and aggregators allow developers to disseminate knowledge, discover new software, and keep up to date. Some of the most popular among developers are Digg (launched in 2004 but lost its popularity in 2010), Reddit (launched in 2005), and Hacker News (launched in 2007, was inspired by early Reddit communities). The importance of these news websites is beyond aggregating news and keeping up to date, as being mentioned at the top of the news site can provide valuable feedback and help the growth of a project’s users, contributors, and the community as a whole. Moreover, these media provide a specific form of social navigation [34] and foster serendipitous discovery. Lampe and Resnick [81] analyzed Slashdot, a precursor to modern news Websites, and found that the basic concept of distributed moderation works well. However, their analysis revealed that it often takes a long time to identify especially good comments, that incorrect moderation activities are often not reversed, and that non-top-level comments and those with low starting scores do not receive as much consideration from moderators as other comments do.

Blogs, microblogging, and podcasts are an important community-based knowledge resource used in software development. The unique value of blogs (first used in 1994 and widely adopted by 1999) is that everyone can broadcast information. Blogs are frequently used by developers to document “how-to” information, to discuss the release of new features, and to support requirements engineering [113]. Parnin and Treude [114] found that blogs play an effective role in documenting APIs. Closely related to blogs and used in a similar fashion by developers are podcasts (either audio or video). Developers use podcasts for learning [80], keeping up to date with the latest trends and technologies [185], and for (job) training and as how-to guides. Microblogging also plays an increasingly important role in curating community

\(^2\)https://meta.stackexchange.com/questions/134495/academic-papers-using-stack-exchange-data
knowledge. Twitter, the first microblogging tool and one of the most popular social media channels, was created in 2006 as a way to share short messages with people in a small group. The idea was to share inconsequential ephemeral information, but it has become an important medium in many domains. Twitter has also seen significant adoption in software development. Studies [16, 177] showed that Twitter is used to communicate issues, documentation, to advertise blog posts to the community, and to solicit contributions from users. Developers who adopted Twitter used it to filter and curate the vast amount of technical information available to them [142]. Singer et al. [142] found that developers who felt that Twitter benefited them described benefits in terms of awareness, learning, and relationship building.

This brief history shows the ever-changing, continuously evolving, and complex ecosystem of social and communication media used by developers and other knowledge workers. It is in this landscape that we seek to understand the impact of social media on developer activities, practices, and community participation.

### 2.2 Not Just Many Channels: Social Media’s Expanding Cognitive Support

Not just the number of channels developers use is changing, but the needs these channels address, the cognitive support they provide, and how they support modern work have also been changing. Social media are primarily seen as communication mechanisms used to facilitate the creation and sharing of information between people. However, social media also provide invaluable cognitive support. For example, they can help people navigate complex systems and networks, help with decision making, help memorize and recall information (e.g., reminders about important tasks), or help by automating trivial and repetitive tasks. “The power of the unaided mind is highly overrated. Without external aids, deep, sustained reasoning is difficult. Human intelligence is highly flexible and adaptive, superb at inventing procedures and objects that overcome its own limits. The real powers come from devising external aids that enhance cognitive abilities” [111]. In essence, cognitive support is the assistance that external aids (artifacts, tools, and technology) provide to humans in their thinking and problem solving processes [176]. Let’s examine this aspect of communication media.
Early social media (e.g., face-to-face interaction, telephone) focused on facilitating local communication between individual workers. These channels were used as tools of communication and coordination, but provided no cognitive support on their own. Over time, technology accommodated for the rising need for remote work and communication, and channels such as instant messaging, video chat, and email were adopted—channels that still focused on communication between individuals, but brought support for individual cognition. For example, a conversation history feature facilitates the developer’s external memory.

In work environments, developer teams also began to use group-supporting media for communication and collaboration. The CSCW community refers to these as groupware, which stands for “computer-based systems that support groups of people engaged in a common task (or goal) and that provide an interface to a shared environment” [41]. Groupware comes in many forms. From the channels mentioned in the previous section, examples of groupware include email, mailing lists, team wikis, version control systems, project management tools, IRC, and other group chat channels. Additional examples of groupware include shared calendars, shared document storage, group meeting spaces, address books, and shared task lists (e.g., Trello). These channels are capable of providing more extended individual cognitive support [176] (e.g., reduce mental effort, improve developer knowledge, make cognitively difficult problems easier, support reflective thinking) and enable group cognition support [149, 176] (e.g., assist in group knowledge building, externalize shared understanding, help manage group memory).

A well-recognized model for discussing groupware is the 3C Model described by Ellis et al. [41] in 1991, which consists of three key areas that require attention when studying collaborative work: Communication, Collaboration, and Coordination. In this model, Communication refers to the exchange of knowledge within a group and allows for the coordination of group tasks. Coordination refers to the awareness of and agreements made regarding tasks to be completed through team interactions, as well as any overhead (e.g., planning) that is necessary for the Collaboration effort itself [41]. Later, Gerosa et al. [51] proposed extending the 3C Model to also include Awareness: “an understanding of the activities of others, which provides a context for your own activity” [33]. Group communication media can be categorized by using these dimensions—an example by Sauter et al. [134] is shown in Fig. 2.1. However, even with these models, gaining an understanding of collaboration in software development is challenging. Developers engage in mindful processes of regulation to deter-
mine what tasks they need to complete and who should be involved, what their goals are relative to those tasks, how they should meet their goals, what domain knowledge needs to be manipulated, and why they use a particular approach or tool. Software engineering also involves *dynamic informal learning* where participants, guided by their various interests, engage in task coordination and the co-construction of knowledge. For this reason, I helped compose a *Model of Regulation* to capture how individuals self-regulate their tasks, knowledge and motivation, how they regulate one another, and how they achieve a socially shared understanding of project goals and tasks [6, 7]. This work articulated how computer-based tools can be used to support self-, co-, and shared regulation, and described the different categories of regulation tool support (structuring support, mirroring support, awareness tools, and guidance systems). Figure 2.2 shows an example of how modern social media used by developers (Trello, WakaTime, Codealike, GitHub) support reflective thinking and group cognition.

While groupware focused on communications between members of small groups, a new paradigm of global participation has emerged and formed social media. The bursting dot-com bubble of 2001 marked a turning point for the web and the beginning of social software. Coined by Tim O’Reilly and Dale Dougherty [112], Web 2.0 was the term used to refer to the socially enabled media and tools that prolif-
Figure 2.2: Examples of modern social media used by developers that incorporate mirroring support. These tools reflect individual or collective actions by summarizing data: Trello’s progress bar; WakaTime graphs show a) total logged time, b) time dedicated to different projects, c) today’s logged time, and d) distribution of programming languages; Codealike visualizations show a) distribution of activities and b) statistics and total time per activity; and GitHub’s frequency of contributions timeline matrix. (Source: Arciniegas-Mendez et al. [7])

...erated since then—nowadays, Web 2.0 media are referred to as ‘social media’. The most important concept of Web 2.0 is participation, which is primarily made possible by lowering the barriers to entry. The proliferation of socially enabled tools and participatory media has led to the formation of global, virtual software development communities of practice, where groups of people are connected by the similarity of their activities [184]. Community members do not have to be spatially or socially connected, but they solve similar problems and learn from one another through processes like apprenticeship, mentoring, and legitimate peripheral participation.

Some examples of modern social media channels that developers use include public chat messaging systems (e.g., Slack), social coding hubs (e.g., GitHub), activity feeds and dashboards, forums, news feeds, Q&A websites, blogs, podcasts, and microblogging platforms such as Twitter. These channels address a variety of needs. For instance, they help facilitate discussions about day-to-day activities, provide ways for
developers to signal others [168], and allow people to broadcast and monitor information [142]. Following the style of the 3C triangle shown in Fig. 2.1, Koch [78] illustrated how social media can be positioned within a triangle of three core social concepts: communication support, information management, and identity and network management (see Fig. 2.3). In terms of cognitive support, these channels further extend the support they provide to include **community cognition** (e.g., built on membership and participation, facilitates socially constructed knowledge, focuses on problem-domain cognitive tasks).

In a sea of options, media choice is not the simple, intuitively obvious process it may appear to be at first glance. In fact, even in 1980-1990 when media options were much more limited (face-to-face interactions, letters, telephone calls, emails, memos, and bulletins), researchers strived to understand organizational media choice. For example, one study found that higher performing managers matched the equivocality of the message with the richness of the communication medium [167] (rich channels for more equivocal content and lean channels for less equivocal content). However, counter to earlier media richness studies [31, 127], more recent studies have not shown that matching media richness to task equivocality would improve performance. In an attempt to better understand media choice and media use, in particular the media’s ability to effect a change in a person’s understanding of information, Robert and Dennis [127] examined media richness from a cognitive perspective. They found that the use of rich media high in social presence (e.g., face-to-face interaction, formal
group meetings) induces increased motivation but decreases the ability to process information, while the use of lean media low in social presence (e.g., email, fax, memo) induces decreased motivation but increases the ability to process information. From a cognitive perspective, this formed a paradox: rich media high in social presence simultaneously acts to both improve and impair performance. This encourages us to consider the cognitive foundations underpinning social interaction and strive to understand the impact of social media on the knowledge building process in developer communities.
Chapter 3

Research Methodology

“Scientific objectivity is not the absence of initial bias. It is attained by frank confession of it.”

– Mortimer J. Adler, 1940

In this chapter, I discuss the overarching methodological choices and the rationale behind the studies that comprise this thesis. I begin with describing my epistemological worldview, and then discuss my research approach and research design. Note that each case’s methodology is described in detail in the corresponding chapter later in the thesis.

3.1 My Worldview

There are different schools of thought dedicated to philosophical stances and their definitions. As a result, several terms are used to refer to a person’s worldviews. Cresswell [25] uses the term worldview, while Lincoln and Guba [58] call it a paradigm. Crotty [26] refers to it as an epistemology, and others talks about broadly conceived research methodologies. These terms are used interchangeably and refer to a subset of a person’s philosophical beliefs. Guba [57, p. 17] defined them as “a basic set of beliefs that guide action”. In other words, worldviews are philosophical orientations, and by using these beliefs about the world and the nature of research, researchers introduce them into their studies. These worldviews are shaped by the discipline area, beliefs, and past research experiences of the researcher. The types of beliefs held by individual researchers will influence their selection of qualitative,
quantitative, or mixed-methods approaches in their research [24, 25]. However, the philosophical ideas and assumptions behind a given research product may not always be made explicit [145], yet they have an influence on the methodological choices made. To address this and help readers of this thesis better understand my approach and my research rationale, I identify and discuss my philosophical stance and worldview [25].

My own worldview, which has influenced the methodological choices behind my research, is that of a **constructivist** (also referred to as a **social constructivist**). Creswell defined it as follows:

“Social constructivists believe that individuals seek understanding of the world in which they live and work. Individuals develop subjective meanings of their experiences meanings directed toward certain objects or things. These meanings are varied and multiple, leading the researcher to look for the complexity of views rather than narrowing meanings into a few categories or ideas. The goal of the research is to rely as much as possible on the participants views of the situation being studied. Thus, constructivist researchers often address the processes of interaction among individuals. They also focus on the specific contexts in which people live and work in order to understand the historical and cultural settings of the participants. Researchers recognize that their own backgrounds shape their interpretation, and they position themselves in the research to acknowledge how their interpretation flows from their personal, cultural, and historical experiences. The researchers intent is to make sense of (or interpret) the meanings others have about the world. Rather than starting with a theory (as in postpositivism), inquirers generate or inductively develop a theory or pattern of meaning.” [25, p. 8]

Crotty [26] explains that constructivists see reality as “contingent upon human practices, being constructed in and out of interaction between human beings and their world, and developed and transmitted within an essentially social context.” Thus, our understanding of the world comes from observations and understanding of human behaviors and social interactions. Another important aspect of constructivism is that it promotes theory generation. As opposed to a positivist worldview where researchers typically start with a theory, constructivists tend to generate or inductively develop patterns of meaning that eventually can lead to a theory.
3.2 Research Goal

My overarching goal for the research work described in this thesis is to model the knowledge building process in software development in order to better understand how communication and social media affect (and perhaps disrupt) software development. In Chapters 1 and 2, I motivated and demonstrated the need to pursue this goal. Moreover, the investigation of this topic is timely and significant for both the software engineering research community and industry.

In today’s interconnected and software-dominated world, industry professionals and researchers care deeply about helping development teams be more productive, improve existing work processes, and cope with increasing demand and scale. Consequently, the research community has long studied communication media and its potential benefits to supporting modern work. Findings from these studies have produced valuable insights, however, these studies mostly focused on investigating individual mediums (i.e., in isolation from other communication tools or developer activities), and typically set the unit of analysis to be the medium itself.

In contrast, my goal is to consider the ecosystem of social and communication media, the interplay between the media channels, and their impact on developers, developer communities, and developer activities and practices. Understanding the role of social and communication media in software development is, of course, a complex problem. First, it requires one to map and understand what media channels developers use—outlining the ecosystem of social media and communication tools used in software development. It is also necessary to capture the context and rationale behind the reasons why these communication channels and tools are used. Then, it requires one to understand what purpose each channel serves and what development activities it supports. These research questions are not easily answered in isolation or without a deeper understanding of the underpinning processes of knowledge work.

I strive not only to understand the ‘what’ aspects of the phenomena, but also the ‘why’ and ‘how’. This requires designs and methods for contextual understanding of a plethora of perspectives [25] that are typically associated with qualitative research designs. For this reason, I have followed qualitative and mixed-methods designs and strategies in my line of inquiry.
3.3 Research Approach

The research presented in this thesis combines both theoretical and empirical work. Both of these research levels are vital: the theoretical level aims to describe natural phenomena in general terms, and the empirical level aims to describe phenomena observed in the real world. The choice between theoretical or empirical work is shaped by the researcher’s worldview. Moreover, the way these scientific “worlds” are combined and interleaved characterizes and describes the conducted research type and the research approach taken [96]; e.g., a researcher can start either by deducing properties of the real world from a theory (following a deductive model), or by forming and generalizing theories based on observations (following an inductive model). Mackay and Fayard [96] show examples of how different types of research can be characterized by their research process. As a way to illustrate my research journey, I use Mackay and Fayard’s framework and present a high-level view of my research process in Figure 3.1. Note that this is a simplified view of my research process. Its goal is to illustrate the high-level connections between the primary parts of my thesis, and how my theoretical and empirical work was combined. However, this illustration doesn’t show all the connections, nor the iterative and emerging nature of my work. For the sake of clarity, these will be described in detail in chapter 6.

Figure 3.1: A high-level view of my research process. Each component is annotated with the corresponding chapter number.
3.4 Research Methods and Design

Crotty [26] suggests that, in describing research, we need to put considerable effort into answering two main questions: what methods will we be employing in the research, and how do we justify this choice and use of methods. I have answered the latter by describing my worldview and research goal, and now I will address the former.

Given my worldview and research goal, I have chosen qualitative and mixed-methods modes of inquiry. In the studies that comprise this thesis, I have used a selection of methodologies and strategies [99, 25]:

- **Qualitative survey** – a sample survey strategy (Chapter 4)
- **Mixed-methods exploratory case study** – a field study strategy (Chapter 5)
- **Qualitative meta-synthesis** – a formal theory strategy (Chapter 6)

Research methods involve the forms of data collection, analysis, and interpretation for studies. Usually with qualitative methods, researchers allow behaviors and perspectives to emerge, and the data collection and analysis methods reflect that. As I discuss in detail in the following chapters, I collected data through participant surveys and mining interaction data from archives.

3.5 Researcher Location

There is a responsibility on the researcher to the group and community being studied, because the perspective a researcher has impacts the knowledge produced about that group. In the studies described in this thesis, I have been a participant-observer within the communities under study, and a user of the tools and technologies investigated. In traditional ethnographic terms [49, 100, 66, 55, 104], I have simultaneously been an insider and an outsider.

The reason I identify myself as an insider is because I am a software developer, and I have used and continue to use most of the modern tools and communication media that we investigated (e.g., Slack, GitHub, Stack Overflow, Twitter). For example, we use Slack as the main communication medium in our research lab, so I’m familiar with all of its features and capabilities (and have experienced some of the pains associated

---

1In anthropology and the social and behavioral sciences, these terms are often referred to as *Emic* (insider) and *Etic* (outsider).
with using it, e.g., information overload). Moreover, I am a member in many of the social media communities we studied (e.g., Hacker News, Stack Overflow, GitHub). The ‘insider’ viewpoint granted me a deeper understanding and allowed me to record richer information about the phenomena. However, it also shaped my bias on these tools and communities.

Similarly, I identify myself as an outsider because I am neither a direct member of the studied communities nor had I any impact on our sample set. For example, despite being a user on Stack Overflow and familiar with R, I was not a member of the R developer community on Stack Overflow. This, allowed me to mitigate the risk of reactivity, i.e., reducing my influence on what is being observed.

I believe that a combination and a balance of both perspectives, the insider and the outsider, is needed to understand the impact of socio-technical systems on existing processes and behaviors. A researcher needs to “move back and forth between involvement and detachment” [120, 187]. It is imperative that the researcher involve themselves, because a close familiarity with the subject(s) helps provide a deeper understanding of the studied culture, and helps prevent cultural biases during data interpretation [160]. At the same time, the researcher “must always remember her/his primary role as a researcher and remain detached enough to collect and analyze data relevant to the problem under investigation” [9].
Part II

Empirical Studies
Chapter 4

Understanding How Social and Communication Media Affect and Disrupt Software Development

“We shape our tools, and thereafter our tools shape us.”

– John M. Culkin, 1967

The rich and varied ecosystem of communication media and tools that developers use has grown significantly in the last decade (as illustrated in Chapter 2). Developers habitually use and rely on communication channels such as Stack Overflow, GitHub, email, forums, Wikis, Jira, Trello, and other tools that incorporate or supplemented by communication capabilities. These channels support the developers’ work and collaboration needs, help reduce coordination barriers (e.g., geographical, temporal, and organizational), and blur organizational boundaries. They help developers discover important technological trends, co-create with other developers, and learn new skills. Furthermore, these social tools foster creativity, promote engagement, and encourage participation in development projects. However, not much is known about the impact of communication media adoption and use on software development practices, velocity, and software quality.

In this study, we wanted to determine the activities developers do as part of their work (e.g., learning, discovery, and collaboration), understand what channels and tools developers use to support their activities, and understand how these channels support or hinder their work. Specifically, this study has been been guided by the
following research questions:

**RQ1**  *Who is the social programmer* that participates in these communities?

**RQ2**  *What communication channels* do these developers use to support development activities?

**RQ3**  What communication channels are the most important to developers and why?

**RQ4**  *What challenges* do developers face using an ecosystem of communication channels to support their activities?

To achieve our research goal, we have deployed and conducted a large-scale survey of software developers that participate in communities of practice and most likely to adopt social and communication media for their work. In two rounds of surveys, we surveyed developers that are active on GitHub: once at the end of 2013 (with 1,492 responses), and once at the end of 2014 (with 332 responses). Ignoring incomplete submissions, we had a total of 1,449 survey responses.

In the survey, we inquired about developers’ communication channel use for a preliminary set of 11 development activities: staying up to date, finding answers, learning, discovering, connecting, getting and giving feedback, publishing activities, watching other developers’ activities, displaying skills and accomplishments, assessing other developers, and coordinating. The survey also included questions on which channels developers find most important for supporting their work, and asked them to describe the challenges they faced.

By using the collected data, we mapped and associated different communication channels to each activity. Our results show that developers use a plethora of communication media to support their development activities, and our findings further emphasize that developers engage in non-coding yet essential activities, such as learning and keeping up to date. Code hosting sites, face-to-face, question & answer sites, and web search were the top most important channels described in the survey. However, other channels were also deemed important by the participating developers. The most commonly cited reasons were the channel’s support of group awareness, collaboration, allocation and retrieval of information, and its ability to enhance dissemination or consumption of information.

This work has helped us form an initial mental model of knowledge transfer in software development (see Appendix C) and established a preliminary taxonomy of knowledge activities for software developers (more on this in Chapter 6).
4.1 Methodology

Our overarching research goal is to understand how communication channels and social media affect and disrupt software development. To help realize this goal, we designed and conducted an online survey to learn how developers use communication media to support their knowledge activities, what media channels are important to them, and what challenges they face.

The design of the survey included several iterations and was based on an in-depth review of the existing literature on software engineering as well as related literature on knowledge work. In the survey\(^1\), we first inquired about the developers’ demographics. We then inquired about communication channel use for a set of 11 development activities. The set of activities was informed by our review of the literature that examines tool and communication channel use by software developers [156]. These activities, which go beyond finer grained development and project management activities, were as follows:

1. Stay up to date about technologies, practices, and tools for software development
2. Find answers to technical questions
3. Learn and improve skills
4. Discover interesting developers
5. Connect with interesting developers
6. Get and give feedback
7. Publish development activities
8. Watch other developers’ activities
9. Display my skills/accomplishments
10. Assess other developers
11. Coordinate with other developers when participating on projects

The survey questions relating to activities all used the same structure: each of these questions provided a matrix of channel options, where respondents could select all the channels that apply to indicate that they were used for the corresponding activity (see Fig. 4.1 for an example of an activity question). The social and communication channels specified in the matrix were selected from our own knowledge as developers, as well as through feedback from fellow developers. The channels were refined using the research literature and through piloted surveys. We provided an

\(^{1}\)http://thechiselgroup.org/2013/11/19/how-do-you-develop-software
option to select “Other” in order to elicit channels we did not consider. Additionally, we asked developers to rank the most important tools and channels they used to support development activities and explain why those tools were important.

Figure 4.1: An example of the channel matrix we used to inquire about communication media used for each of the 11 development activities. We designed the channel matrix for the survey.

We also aimed to understand what challenges developers face using social channels, probing about privacy, interruptions, and feeling overwhelmed, as these were concerns that came up in earlier studies conducted with adopters and non-adopters of social media (e.g. Singer et al. [142]). The survey instrument itself is one of the contributions of this study and its source code can be found in a repository on GitHub\(^2\). This allows others to replicate our survey and build upon our work.

We deployed the survey in two iterations: we emailed a survey invitation to 7,000 active GitHub users during November and December of 2013, and to 2,000 active GitHub users in December of 2014. To find developers for our survey, we downloaded account data for the most recently active GitHub users with public email addresses, and used GitHub Archive\(^3\) to query public events on GitHub. As an indicator for level of activity, we used the 25 event types defined by the GitHub API v3\(^4\). Most of these events concern development tasks such as committing code, creating repositories, and creating issues, but there are also more general events related to following users and watching repositories. We sorted events by their timestamp and excluded users who did not have public email addresses at the time we sent our invitation emails. For the second iteration, we also ignored users we had emailed in the first iteration.

\(^2\)https://github.com/thechiselgroup/devsurvey
\(^3\)https://www.githubarchive.org
\(^4\)https://developer.github.com/v3/activity/events/types
focused on this population of developers because GitHub is currently the most widely used social coding platform by developers who contribute to one or more collaborative development projects in an open manner.

1,492 and 332 developers responded to the two instances of the survey in 2013 and 2014, respectively (21% and 16% response rates). The only statistical difference between the two deployments was an increase in the number of women (from 3.5% to 6.3%, $\rho = 0.042$). We combined the responses from both surveys and ignored incomplete ones, resulting in a total of 1,449 survey responses.

Next, we describe our findings and answer our research questions as we illustrate the prevalence of social and communication media use among software developers.

### 4.2 Characterizing The Social Developer

First, we wanted to get a sense of the demographics of the developers that are active on social channels like GitHub. In the first part of the survey, we asked participants to provide demographic information about their gender, age, geographical location, programming experience, the programming languages they use, the number of projects they participate in, whether they program professionally, and the size of the project teams they have worked with. Figures 4.2 and 4.3 show a summary of the developer demographics.

**Geographic location:** developers participated from all over the world: 43.4% from North America, 24.2% from Asia, 21.1% from Europe, 7.1% from South or Central America, and 4.1% from Africa or Oceania. It is notable that there were more respondents from Asia than Europe: 143 respondents originated in China, making it the second most frequent country of origin after the United States, which had 547 respondents. Canada was third with 90 respondents.

**Gender:** The overwhelming majority of our respondents identified as male—only 3.9% said they were female. However, it is possible that other respondents were female but did not wish to be identified as such.

**Age:** 56.7% of respondents said they were between 23 and 32 years of age (so-called millennials), representing the largest age group in our survey and showing a strong bias towards relatively young developers. In fact, 77.9% said they were 32 or younger. 3.7% were older than 45 and only 0.4% were older than 60.

---

5[https://octoverse.github.com](https://octoverse.github.com)

6[http://meta.stackoverflow.com/a/281304](http://meta.stackoverflow.com/a/281304)
Figure 4.2: Demographics of the programmers that answered the survey (those recently active on GitHub with public activity).

Figure 4.3: Geographical location of the developers that participated in the survey.

**Team size:** Team size was slightly more evenly distributed. Only 1.8% of respondents said they had worked in teams of more than 50 members. We found a slight bias towards smaller teams, with 61.5% having worked on teams of 5 members
or less and 16.2% saying they had only worked on projects where they were the sole member.

**Programming experience:** In terms of experience, responses varied. Only 5.1% had 1 year of experience or less. 33.5% had worked as a developer for 2 to 5 years, 29.1% for 5 to 10 years, 24.4% for 10 to 20 years, and only 7.6% for more than 20 years.

**Number of projects:** The majority of our survey respondents (88.9%) had worked on 5 projects or less and most had experience working on 2 (21.5%), 3 (27.7%), or 4 (15.7%) projects.

**Professionalism:** Most respondents were professional software developers (78%). 54% considered themselves open source developers and 51% worked on pet projects.

**Programming languages:** Table 4.1 shows the most popular programming languages. The three most popular languages included JavaScript (61.9%), Python (44.6%), and Java (41.5%). This may indicate that at least 60% of our respondents develop for the Web.

Table 4.1: Most popular languages used by developers that participated in our survey.

<table>
<thead>
<tr>
<th>Language</th>
<th>Frequency</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>JavaScript</td>
<td>912</td>
<td>61.9</td>
</tr>
<tr>
<td>Python</td>
<td>657</td>
<td>44.6</td>
</tr>
<tr>
<td>Java</td>
<td>611</td>
<td>41.5</td>
</tr>
<tr>
<td>PHP</td>
<td>411</td>
<td>27.9</td>
</tr>
<tr>
<td>C++</td>
<td>383</td>
<td>26.0</td>
</tr>
<tr>
<td>C</td>
<td>351</td>
<td>23.8</td>
</tr>
<tr>
<td>Ruby</td>
<td>341</td>
<td>23.1</td>
</tr>
<tr>
<td>C#</td>
<td>213</td>
<td>14.5</td>
</tr>
<tr>
<td>HTML</td>
<td>194</td>
<td>13.1</td>
</tr>
</tbody>
</table>

**RQ1:** Who is the social programmer that participates in these communities?

**Finding:** Our results show that modern social developers come from diverse geographic locations, yet there is a skew towards professional, younger developers (millennials), who identify themselves as males, and work in smaller teams (up to 5 members). We saw no evidence of differences in the channels used or how they were used across the varied developer demographics.
4.3 Communication Media as Facilitators of Developer Activities

Software developers use a large assortment of social and communication media. Our findings showed that on average, developers indicated they use 11.7 channels across all activities, with a median of 12 and quartiles of [9, 14] (see Fig. 4.4 for the distribution of channels used by survey respondents).

![Graph showing the distribution of communication channels used by developers](image)

Figure 4.4: A histogram of the number of communication channels developers use.

Beyond revealing that developers rely and make use of a high number of communication channels, our results also mapped the specific channels developers use to support different activities. Figure 4.5 shows an overview of the channels developers use to support each of their activities. For example, the results show that developers primarily find answers through Question & Answer sites and Web search, while for publishing their activities developers primarily use Code hosting sites. For a more detailed view, we also present the channel use distribution for each activity via radar charts (see Fig. 4.6). However, in addition to the social and communication channels we asked about, developers participating in our survey have also indicated other channels (e.g., events and meetups, software documentation, and personal blogs and Websites), which we haven’t asked directly about. We aggregated these additional channels in Table 4.2.
Figure 4.5: Channels used by software developers and the activities they support. Results are based on a survey with 1,449 developers [155].

Table 4.2: Other channels reported in the survey. The values indicate the number of times the channel was mentioned by respondents for the corresponding activity.

<table>
<thead>
<tr>
<th>Activity</th>
<th>Channels</th>
</tr>
</thead>
<tbody>
<tr>
<td>Keeping up to date</td>
<td>events and meetups (18), software documentation (3), research papers (3), formal education (2), MOOCs (2)</td>
</tr>
<tr>
<td>Finding answers</td>
<td>software documentation (11), research papers (3)</td>
</tr>
<tr>
<td>Learning</td>
<td>educational sites and MOOCs (20), events and meetups (19), software documentation (13), tutorials (7), research papers (6), code reviews (4)</td>
</tr>
<tr>
<td>Discovering developers</td>
<td>headhunters (16), recruiting sites (12)</td>
</tr>
<tr>
<td>Connecting with developers</td>
<td>events and meetups (35), programming competitions (2), formal education (2)</td>
</tr>
<tr>
<td>Getting and giving feedback</td>
<td>events and meetups (9), code reviews (4), issue trackers (4)</td>
</tr>
<tr>
<td>Publishing activities</td>
<td>personal blogs and Websites (32), conferences (7)</td>
</tr>
<tr>
<td>Watching activities</td>
<td>events and meetups (4), personal blogs and Websites (3)</td>
</tr>
<tr>
<td>Displaying skills</td>
<td>personal blogs and Websites (64), resumes (6), events and meetups (5)</td>
</tr>
<tr>
<td>Assessing others</td>
<td>personal blogs and Websites (2), source code (2)</td>
</tr>
<tr>
<td>Coordinating with others</td>
<td>conference calls (10), cloud-based services (e.g., Dropbox, Google Drive) (8)</td>
</tr>
</tbody>
</table>
The following help me LEARN and improve my skills.

I use the following to ASSESS other developers.

The following are useful for getting and giving FEEDBACK.

I use the following tools to COORDINATE with other developers when I am participating on projects.

The following help me DISCOVER interesting developers.

The following help me CONNECT with others.

The following help me stay UP TO DATE about new technologies, practices and tools for software development.

The following are helpful for finding answers.

I use the following tools on a MOBILE DEVICE to access content.

The following help me WATCH activities.

The following help me PUBLISH my development activities.

The following help me GET and give feedback.

Figure 4.6: Channel use per activity shown in the form of radar charts.
RQ2: What communication channels do these developers use to support development activities?

**Finding:** Software developers use a large assortment of communication media: face-to-face, books and magazines, web search, news aggregators, feeds and blogs, content recommenders, social bookmarking, podcasts, discussion groups, public and private chat tools, professional networking sites, developer profile sites, social networking sites, code hosting sites, microblogs, project coordination tools, and Q&A sites. Moreover, developers use other, less obvious channels, such as events and meetups, documentation, and personal blogs and Websites. In terms of activities, developers engage not only in coding activities but also in other important activities, such as learning and keeping up to date.

Although the findings above show a high level overview of the channels developers tend to use for supporting specific activities, a limitation with that data is that we only know that developers use the selected channels for supporting a given activity—we don’t know how important these channels are. Consequently, we asked the respondents to indicate the top three channels that are important to them and why each one is important. Figure 4.7 shows the number of responses given per channel.

Moreover, the open-ended survey responses shed light into why certain channels were perceived as important. We analyzed and summarized the survey responses, and extracted the reasons for each channel’s importance. We demonstrate these reasons through quotes from specific participants, indicated by P#.

**Code hosting sites** allow for better team collaboration, group awareness, and project coordination. The ability to share one’s code on the Web has lowered the barriers to entry by making source code easily accessible: “All levels of users and employees know how to use it: The hard-core developers use the command-line-based tools, and the ‘end users’ just use the Web interface, without feeling overwhelmed.” [P64]

**Face-to-face interactions** were also deemed very important by our survey respondents. Developers can receive rapid feedback from their co-workers which facilitates talking though complex problems, discussing ideas, and making design decisions: “Nothing beats being able to sit one-on-one and talk through a topic, plan out a design or just converse while coding. This is also my favorite way to learn from an instructor because of the ability to ask as many questions as possible and have an open conversation.” [P319] Some respondents reported using videoconferencing as a way to mimic
co-located interactions with other developers.

**Q&A sites** offer a quick way to debug issues while providing access to high-quality answers: “Almost any question that I have, I can get an answer through these sites.” [P635] Other respondents mentioned additional uses of Q&A sites, including learning from code examples and getting feedback from experts.

**Search** is an essential tool for finding information: “Good for finding the initial direction; also [...] to learn something new.” [P484] It also provides quick access to software documentation and supports problem solving. Many respondents reported using search engines as the entry point for finding answers on Q&A sites.

**Microblogs** provide just-in-time awareness of the latest advancements and updates in the development community: “Allows me to get up-to-date information on topics I’m interested in—conferences, new releases, new articles/books, etc.” [P95] They were also considered important for getting feedback from other developers and for nurturing relationships with like-minded people.

**Private chats** (e.g., IM, Skype chat, Google chat) are essential tools for supporting team communication and collaboration through a single channel: “It provides a single channel to digest and discuss everything that is going on with the team.”
Many survey respondents felt that private chats are the closest replacement for face-to-face interactions when quick feedback is needed and team members are geographically distributed.

**Feeds and blogs** provide the most up-to-date information on development practices and technologies: “By following several feeds, one can find out how veterans use a tool/technology/language... And it’s easier to know the trends”. Blogs encapsulate a more personalized view on a given topic and are an important channel for documenting techniques while sharing specific coding tips and tweaks that can be used by other developers.

**Private discussions** (e.g., email) support communication across virtually every platform and among different stakeholders (e.g., customers and users). They are a convenient channel for disseminating information to large groups (e.g., mailing lists) while keeping conversations private and persistent for later retrieval: “This is how you get to communicate privately and can have proof for a later stage.”

**Public chats** (e.g., IRC) have the advantage of enabling communication among developers and users of a particular software project. By being public, anyone with an interest can join in and have a conversation with project maintainers: “Gives me direct access to the people who write my tools, and gives me direct access to people who are using things I’ve written” [P191]. Public chats also enable discussions and faster feedback among team members, even if they are distributed around the world: “As a team spreads across the world, we use IRC to preview most of our concepts before any code is written.” [P731]

**Discussion groups** (e.g., mailing lists, Google groups, forums) support mass communication and coordination among people scattered across large and geographically distributed groups: “We are a physics collaboration of 3000 people, spread all over the world. Internal discussion groups are essential for coordination on all subjects, including software development.” [P365] Respondents also reported the usefulness of discussion groups for gathering customer feedback: “Because it’s where I find my customers’ opinions and ideas.” [P130]

**Aggregators** (e.g., Reddit) are socially curated channels focused on new trends. They provide access to crowdsourced content that has been filtered and collated by others, allowing for developers to stay up to date with the latest technologies without active participation. As one respondent put it, aggregators are “[...] roughly the heartbeat of the current software dev industry. If a technology is worth talking about, it will be talked about.” [P1419] The value of aggregators is closely associated with
the value of their supporting communities, and survey respondents appreciated that aggregators allow them to interact with like-minded developers and get their feedback: “[Hacker News] is the most welcoming community I have ever seen. [...] You can interact with anyone (if they have public email) and the content quality is top notch.” [P1126]

**Project coordination tools** increase group awareness of current tasks and issues and provide a means for tracking progress and discussing next steps: “Permits tracking in-progress work as well as receiving feedback. Essential for distributed teams.” [P105] These tools improve the transparency of a project’s activities, increasing progress visibility not only among team members but also among clients: “Helps us coordinate large tasks bases, especially when reporting back to clients.” [P486]

**Books** were indicated by some of our survey respondents as a cohesive and progressive way for learning about a topic: “[They make] learning much easier than the hunt and peck method of digging through sites on the net.” [P1189] Another subtle but crucial advantage of books is that they are “distraction free and generally better thought through and considered.” [P1319] Developers can gain in-depth and focused understanding about specific topics, while avoiding being distracted by the noise of concurrent information.

**Social network sites** increase awareness of the community and help developers disseminate information from other channels in various ways: “Because most often they function as the entry point to more relevant information published on blogs, newspapers, books, etc.” [P224] In addition, developers can reach potential users more easily, which is essential for gathering feedback: “We have a group for Android Development Testers in Google Plus where we can post things we want tested and receive almost immediate feedback.” [P1240]

**Rich content** such as screencasts and podcasts provide learning materials and communicate the state of the art in technologies, tools, and practices for software development. Developers are able to consume content while commuting or performing other tasks. One survey respondent highlighted yet another interesting aspect of learning using rich content: “I’m a visual and audible learner. Seeing and hearing others makes learning better.” [P1354]
**RQ3:** What communication channels are the most important to developers and why?

**Finding:** Developers have a spectrum of channels they find important for supporting their activities. The top channels that were classified as most important are: Code hosting sites, face-to-face, Q&A sites, and Web search. However, other channels were also deemed important by the participating developers. The most commonly cited reasons were the channel’s support of group awareness, collaboration, allocation and retrieval of information, and its ability to enhance dissemination or consumption of information.

4.4 Mapping The Challenges of Communication Media in Software Development

Modern social media and communication channels are changing the way software is developed and maintained. These channels foster digital habitats, support communities of practice, and allow organizations to operate at a competitive velocity and scale. Social media tools such as Slack, GitHub, Stack Overflow, and chatbots bridge technical, organizational, and geographical gaps, thereby reducing boundaries between the organization and its external environment, and getting stakeholders more involved in the development process (e.g., developers, designers, users, suppliers). However, the adoption and combination of these channels disrupt conventional processes and have inherent challenges, resulting in underutilization, productivity loss, and sub-optimal knowledge flow.

> “It would be a mistake to regard the new generation of information and communication technologies as neutral tools that can merely be grafted onto existing work systems...These technologies have been found to disrupt conventional practices. The way the technologies intimately interlace with the minutiae of everyday practices is exposing processes which, previously were taken for granted, ignored, or misunderstood.”

– Frank Blackler, 1995

Thus in this study, we were interested to also inquire about the challenges developers face using communication channels. Previous work [140, 142, 156] revealed that developers face challenges related to distractions, privacy, and feeling overwhelmed by communication chatter when using social media channels. Hence, in the survey we explicitly asked if developers experienced these challenges. Our results show that
privacy is not a big concern for everyone, whereas being interrupted and feeling overwhelmed are more prominent challenges among the developers (Figure 4.8 shows the results of these Likert-style questions).

![Frequency of responses to Likert questions probing on developer challenges with DISTRACTION, PRIVACY, FEELING OVERWHELMED.](image)

**Figure 4.8:** Frequency of responses to Likert questions probing on developer challenges with DISTRACTION, PRIVACY, FEELING OVERWHELMED.

| Table 4.3: Test of independence between the different demographic factors and whether respondents feel worried about privacy, feel overwhelmed, or are distracted by their use of communication channels. Each value is preceded by the name of the test used followed by its results: *kw* represents Kruskall-Wallis (degrees of freedom, $\chi^2$ value), and *sp* represents Spearman correlation (r value). Values in bold represent when the two factors appear not to be independent with $p < 0.05$, specifically *** corresponds to $p < 0.001$, ** for $p < 0.01$, * for $p < 0.05$ |
|---|---|---|---|---|---|---|---|---|---|---|---|
| | Age | Gender | Team Size | Prog. Exp. | Tenure Prof | Tenure Pet | Tenure OSS | Number Projects | Channels Used | Privacy | Overwhelmed |
| Privacy | sp: -0.04 | kw: 6,8.26 | sp: 0.01 | sp: -0.04 | kw: 6,10.69 | kw: 6,11.39 | kw: 6,8.97 | sp: - | sp: | |
| Overwhelmed | sp: **0.07** | kw: 6,9.36 | sp: 0.01 | - | kw: 6,11.71 | kw: 6,12.57 | kw: 6,19.89** | sp: - | sp: | sp: **0.21*** |
| Distracted | sp: 0.04 | kw: 6,4.94 | sp: 0.01 | **0.07*** | kw: 6,5.49 | kw: 6,8.35 | kw: 6,7.54 | sp: 0.01 | 0.05 | sp: **0.19*** | sp: **0.24*** |

To investigate if there were any relationships between these three factors (Privacy, Distraction, Overwhelmed) and the participants’ demographics, we performed a more in-depth analysis of the responses. Table 4.3 shows the test of independence between whether a person feels their privacy is affected or not and if they feel overwhelmed or distracted by their use of communication channels, as well as the different demographic factors of our respondents. We anticipated that age might influence responses in terms of privacy concerns, but no factor shows a statistically significant relationship with the Privacy factor. A similar result was found regarding the Distraction factor,
where the only statistically significant result was that there is very little correlation (if any) with programming experience: $\rho = 0.07, p = 0.008$. The Overwhelmed factor was found to have a very low correlation (if any) to: age ($\rho = 0.07, p = 0.014$), programming experience ($\rho = -0.07, p = 0.012$), and number of projects ($\rho = -0.07, p = 0.004$). It was also found that people who work on open source projects feel slightly more overwhelmed than people who do not (H=19.89, df=6, $p = 0.005$). We believe these results show a lack of evidence that the developers who worry about privacy, feel overwhelmed, or feel distracted belong to any specific type of group (as reported in the survey). Nonetheless, it is notable that there is a modest positive correlation between the three factors (with $p \ll 0.001$): people who worry about their privacy feel overwhelmed ($\rho = 0.21$) and distracted ($\rho = 0.19$), and those who feel distracted also feel overwhelmed ($\rho = 0.24$).

Beyond these three factors, the rich survey responses to an open-ended question on challenges helped us identify and categorize different challenges developers face. Figure 4.9 shows a high level overview of the challenges we found. Full details on the challenges are provided by Storey et al. [155]. Later in the thesis (Chapter 7), I follow up on and operationalize these challenges—I provide a practical inspection method in the form of a heuristic analysis for revealing and mapping knowledge sharing challenges when using social media and communication channels.

### RQ4: What challenges do developers face using an ecosystem of communication channels to support their activities?

**Finding:** Developers struggle to handle interruptions, and to effectively collaborate with others. They experience coordination, communication, and social challenges, and face barriers to community building and participation. Communication channel affordances, literacy, and friction further add to these challenges. Moreover, the use of many communication channels leads to knowledge fragmentation, overwhelmingly large quantities of information, and difficulties in evaluating the quality of information.
Developer Issues:
Distractions and interruptions from communication channels negatively impact developer productivity
Distractions 38*
Interruptions 11*
Keeping up with new technologies and project activities can be challenging, but social tools help
Keeping up with new technologies 9
Keeping up with activities on projects 8
Collaboration and coordination hurdles:
Sharing and explaining code lack adequate tool support
Sharing code 4
Explaining code 7
Getting feedback on development activities is challenging
Getting feedback 8
Proprietary projects 3
Collaborative coding activities need improved tool support
Collaborative coding 3
Barriers to community building and participation:
Geographic, cultural and economic factors pose participation barriers
Time zones 14
Access to the Internet 3
Language barriers 20
Despite social channels, finding developers to participate is difficult
Finding right people 9
Convincing others (to participate) 3
Social and human communication challenges:
Miscommunications on text-based channels are common
Miscommunications 24
For many developers, face-to-face communication is best
(Not) Face-to-face 24
People are challenging, no matter which channels are used
Poor attitude 13
Intimidated 12
Communication channel affordances, literacy and friction:
Developers need to consider channel affordances
Private vs. public 10*
Synchronous vs. asynchronous 10
Ephemeral vs. archival 3
Anonymous vs. identified 1
Text-based vs. verbal 7
Face to face (vs. not) see above
No one tool fits all 14
Communication with users 11
Developers need to be literate with communication channels
Literacy 22
Lack of documentation 9
Learning tools 10
Communication channel friction can obstruct participation
Tool friction 23
Search is inadequate 16
Poor mobile support 5
Vendor lock-in concern 6
Notification issues 5
Poor channel integration 8
Channel overload 36
Poor adoption by others 21
Content and knowledge management:
Use of many channels leads to information fragmentation
Information fragmentation 15
The quantity of communicated information is overwhelming
Quantity 11*
(Finding the signal in the) noise 19*
The quality of communicated information is hard to evaluate
Quality 29
Obsolete information 8
Spam 4
Niche technologies 4
History of information missing 4
Strategies:
Developers used a variety of strategies to address their challenges
Deciding when to use particular channels 3
Deciding which channels to use and how 6
Encouraging others to use tools 1
Unplugging 3

Figure 4.9: The categories, codes, and counts of each code occurrence in the participant responses to the open-ended challenges question (source: Storey et al. [155]). Codes marked with an * indicate challenges the participants already indicated in the closed question. Note that some participants shared multiple challenges, and even though we provide code counts, we caution that counting the coded challenges could be misleading—only some participants took the time to share this information with us after an already long survey, and thus they may have selected which challenges to share with us in an ad-hoc manner. Nevertheless, for concerns that were mentioned numerous times, the counts may help us identify challenges that may be more prevalent and warrant further investigation—we share these counts in hopes of provoking future research.
Chapter 5

Knowledge Curation Within a Community

“Quality, relevant content can’t be spotted by an algorithm. You can’t subscribe to it. You need people - actual human beings - to create or curate it.”

– Kristina Halvorson, 2009

The emergence and adoption of socially enabled tools and channels (e.g., GitHub, Stack Overflow, mailing lists) has fostered the formation of large communities of practice where users share a common interest, such as programming languages, frameworks, and tools [156]. These communities rely on many different communication channels, but little is known about how they create, share, and curate knowledge using such channels.

One prominent community of practice is the group that has formed in support of the R programming language, an open source project without commercial backing that relies heavily on its rapidly growing and highly heterogeneous software development community. The R community plays an important role in diffusing the R language: users have access to numerous resources for learning the language and receiving help, such as mailing lists, blogs, books, online and offline courses, and question & answer sites (e.g., Stack Overflow). While the R community benefits from this vast and rich corpus of knowledge, it also drives the creation and curation of the information.
Without a single entity directing and controlling it, the R language has grown organically from its community. Similar to other communities of practice, knowledge is exchanged and curated in many communication channels, and two particular communication channels are at the center of this process: the R-help mailing list and Stack Overflow. The R-help mailing list was created to assist those using the language, and while Stack Overflow is not specifically oriented towards R, its section dedicated to R (the R tag) has grown rapidly.

Stack Overflow has revolutionized the way programmers seek knowledge [92, 170], assuming the role of a capable “expert on call” that is able—and willing—to answer questions of any level of difficulty about any programming technology (R included). Stack Overflow’s gamification features normally guarantee that enthusiastic experts will answer questions, often within minutes of being posted [97]. Equally important is the ability of Stack Overflow’s users to curate the knowledge being created, making sure that the best answers surface to the top and become a valuable asset to those seeking an answer now or in the future. Stack Overflow has become a popular and effective tool for creating, curating, and exchanging knowledge, including knowledge about the R language.

One would expect that the traffic on the R-help mailing list would begin to fizzle as Stack Overflow popularity increased. If Stack Overflow is so effective at matching those who seek knowledge with those that have it, doesn’t that obviate most of the need for the R-help mailing list? Yet that does not appear to be the case as the R-help mailing list has maintained a steady level of activity, implying that it is still an important resource for the R community. In fact, it appears as if the mailing list and Stack Overflow complement each other.

There are obvious inherent differences between both communication channels. On the one hand, mailing lists unite users by subscription, creating a tight community, but their content lacks organization, except for the natural structure provided by email metadata (e.g., subjects, threading, authors, dates), and they are not optimized for long-term storage and retrieval. On the other hand, Stack Overflow’s community is not as tight as the R-help mailing list community, but the channel is optimized for the curation and long-term storage of knowledge. However, little is known about the differences in how people use both communication channels, such as how the types of questions and answers sought in one channel compare to the other, why users choose one channel over the other, why some users participate in both channels, and how

\[1\text{http://www.r-bloggers.com/r-is-the-fastest-growing-language-on-stackoverflow/}\]
participants perceive each communication channel.

In this study, we first focus on characterizing knowledge artifacts. We empirically compare how knowledge, specifically knowledge manifested as questions and answers, is sought, shared, and curated on both the R-help mailing list and Stack Overflow. We then build on these findings and focus on the knowledge curation process in the R community. We examine the participation patterns and behavior of users in both sub-communities, and seek to learn more about community’s prolific members and knowledge curators. Our research employed a mixed methods exploratory case study methodology to answer the following research questions:

RQ1: What types of knowledge artifacts are shared on Stack Overflow and the R-help mailing list within the R community?

RQ2: How is the knowledge constructed on Stack Overflow and the R-help mailing list?

RQ3: Why do users post to a particular channel and why do some post to both channels?

RQ4: How do users participate on both channels over time?

RQ5: Are there significant differences in participation activity between community users?

By mining archival data, we identified and categorized the main types of knowledge artifacts found on the R-help mailing list and in Stack Overflow (RQ1). The emerging categories form a typology (see Table 5.2) that allows researchers to study and characterize Q&A knowledge dissemination within a community of practice. We used this typology to study how knowledge is constructed and shared on Stack Overflow and the R-help mailing list. We found that these channels support two distinct approaches for constructing knowledge—participatory knowledge construction and crowd knowledge construction—however, each channel supports them differently (RQ2). Our findings indicate that participatory knowledge construction is more prevalent on the R-help mailing list, while crowd knowledge construction is more prevalent on Stack Overflow.

We found that some contributors are active on both channels. As a result, we conducted a survey to investigate the benefits they gain by doing so (RQ3). But beyond that, we wanted to examine how participation differs between Stack Overflow and the R-help mailing list over time and how long users participate on the two channels (RQ4). Additionally, we wanted to understand the behavior and participation patterns of the contributing users (RQ5). We focused on several sets of contributors:
those who rarely contribute, the top contributors, and those who contribute to both channels. Our results show that a great majority of participants are fleeting and a small number of individuals are responsible for most answers. Furthermore, our findings indicate that both channels are reaching maturity: for the R-help mailing list, this means a steady flow of questions; for Stack Overflow, there is a continuous decrease of new questions with a positive score (number of positive votes minus negative votes), hinting to the fact that, as time progresses, the most sought after questions have already been asked.

The findings we report and discuss in this chapter show how channel affordances and community rules (e.g., topic restriction and gamification) influence knowledge construction and curation. This has implications on other open source projects or companies and should be considered by those that are thinking of using Stack Overflow instead of or in addition to email for knowledge sharing. This information can also help guide which behaviour patterns project or community leaders should monitor over time.

5.1 Background

The R project\(^2\) was born in 1993 as a free and open source programming language and software environment for statistical computing, bioinformatics, and graphics [72]. R’s popularity has continuously increased over the years: in 2016, IEEE Spectrum ranked it as the 6th most popular language\(^3\).

The R community is composed of:

1. *R-core*, a team of 20 software developers that maintain and evolve the R language; and
2. *Periphery*, which includes everyone else (language users and package developers).

The R community is an eclectic open source community that goes beyond software development and includes biologists and statisticians with no or limited programming experience. Its entire history of mailing list communication is archived and publicly available. The R community has also been the subject of extensive research in community evolution [50, 169] and the interplay between channels [170].

Our study focused on the analysis of Stack Overflow and the R-help mailing list,

\(^2\)https://www.r-project.org/

\(^3\)http://spectrum.ieee.org/computing/software/the-2017-top-programming-languages
two channels in the R community. We chose them because they are the main channels that provide Q&A support to the community.

5.1.1 The R-help Mailing List

There are several mailing lists to help R community users solve programming problems with the R language: R-help, R-package-devel, R-devel, R-packages, R-announce, and Bioconductor. However, R-help is the main mailing list for discussing problems and solutions using R. Other messages are also encouraged, such as documentation, benchmarks, examples, and announcements.

The R-help mailing list used to be the main communication channel for asking and answering questions within the R community, but a significant number of users migrated to Stack Overflow [170]. Despite the reduced number of users, the R-help mailing list is still very active—one on average, a subscriber may receive approximately 25 emails a day (as of October 2016).

5.1.2 Stack Overflow

In contrast to the R-help mailing list, Stack Overflow incorporates a rich visual and user-friendly interface with social media and gamification features. The social aspect of the website improves participation and provides strong support for creating and sharing knowledge as well as encouraging informal mentorship [74, 156]. Meanwhile, Stack Overflow’s gamification features provide reputation points and badges to reward user participation and earn them points that enable functionality inside the site. It has been reported that Stack Overflow’s gamification mechanisms boost participation [169] and enable mutual assessment [141] between developers who ask and answer questions.

5.1.3 Stack Overflow vs. Mailing Lists

Software development is a knowledge-building process [105]. Due to the emergence of socially enabled tools and channels and the formation of communities of practice [156], it is important to understand how knowledge is created and shared within these communities. In this study, we focus on knowledge in the form of questions and answers within the R community.
Other researchers have also examined communities using Stack Overflow and R-help. As part of a study on the transition to gamified environments, Vasilescu [169] examined the popularity of Stack Exchange (including the Stack Overflow R tag) and mailing lists within the R community. He found that the number of message threads on the R-help mailing list had decreased since 2010, while the number of R-related questions asked on the Stack Exchange network had increased. Vasilescu also examined the difference in activity between contributions made by users active on both channels and users focused on a single medium. Similar to Vasilescu, Squire [147] studied a project’s transition to the Stack Overflow gamified channel. She focused on examining whether four software projects that moved from mailing lists to Stack Overflow showed improvements in terms of developer participation and response time. She found that all four projects showed improvements on Stack Overflow compared to mailing lists. However, she also found that several projects moved back to using mailing lists despite achieving these improvements. The reasons for moving back included poor support for discussion in Stack Overflow and also closing of questions that were thought to be relevant but were not suited to Stack Overflow.

In our study, we examined Stack Overflow’s R tag and the R-help mailing list to better understand the knowledge types used. This allowed us to characterize the different approaches for seeking and sharing knowledge on each channel. We found that both channels have knowledge support for question and answers, however, there are important differences between the two channels. For example, Stack Overflow’s competitive environment gives more reputation points—a sought after reward—to those who have an answer accepted than to those participating in other activities (e.g., editing). Additionally, upvoted questions and answers can receive many points over time if the question is frequently voted up. Other forms of participation (e.g., commenting) receive badges, which are finite and have less visibility than the number of reputation points achieved. For these reasons, we believe that participants have an incentive to be the first to provide the correct answer rather than improve other answers and participate in discussions. Moreover, we also found users of the R community that were active on both channels. As a result, we sought to understand why users post to a particular channel, and then understand user participation activity over time. This raises important questions about the role of newcomers, prolific members, contributors, and curators in communities of practice.

4https://stackoverflow.com/help/whats-reputation
5https://stackoverflow.com/help/badges
5.1.4 Community Participation

A community of practice is the embodiment of its members, their shared knowledge, relations and social interactions, and the activities that foster learning and participation. Wenger et al. [183] wrote about communities of practice from the perspective of learning, focusing on the role of technology in the formation of such ‘digital habitats’:

“While there is no question that digital habitats can give rise to new communities—by connecting people across time and space, by creating new spaces for engagement, by revealing affinities for shared domains, and by providing information about people—we need to make a clear distinction between the technology and the social conditions and processes that bring a community together. Just because the technological container remains, it does not mean the community is still functioning and alive.”

In this study, we examine not only the channels and knowledge artifacts, but also the community participants and their activities.

We explore participation patterns in the R community and focus on two specific types of participants: newcomers and prolific members. Both groups of participants are important for a community’s growth and well-being. Through a process of formal or informal mentorship, newcomers begin with simple peripheral tasks and participate in limited activities (physically or socially), gradually doing more until they become experienced members. “The social structure of this practice, its power relations and its conditions for legitimacy define possibilities for learning” [86]. Through these peripheral activities, novices gain ‘legitimacy’ and become acquainted with the community’s rules, norms, principles, and vocabulary.

Experienced and prolific members tend to be very active within the community; they are often experts who want to keep the system clean with valuable content. Many of these members often serve as moderators or knowledge curators (referred to as “caretakers” by Srba and Bielikova [148]), bridging between different groups of people and nurturing the community. In the R community, we found that a small group of prolific members are responsible for a large proportion of answers.

5.2 Methodology

The main goal of this work was to empirically compare how knowledge, specifically knowledge in question-and-answer (Q&A) form, is sought, shared, and curated on both the R-help mailing list and the R tag on Stack Overflow. We also aimed to
gain insights on the knowledge curation process used within the R community (e.g., participation patterns and behaviors). We used a mixed methods exploratory case study methodology [25, 131] to answer our research questions and we describe our research process timeline in Fig. 5.1.

This study employed two research methods over three phases: we mined archival data and conducted a qualitative survey. In the first phase, we sampled and qualitatively analyzed the mined data to characterize the types of discussions that occur. In the second phase, we surveyed members of the R community to validate our interpretation of the results from the previous phase. And in the third phase, we conducted a quantitative analysis of the archival data and focused on investigating participation patterns on both channels.

5.2.1 Phase I: Characterizing Types of Knowledge Artifacts

We mined data from the public archives of both the R-help mailing list and Stack Overflow. The R-help mailing list archive started in 1997, while the archives for Stack Overflow started in 2008 (when it was created). To make the datasets comparable, we analyzed both datasets from September 2008 until September 2014, a period of time that both channels were available.

\[6\] In the third phase of our study, we extended the mined datasets up to September 2016.
Data collection process

For the Stack Overflow data, Stack Exchange releases a new data dump of all their Websites every three months\(^7\). We used only the questions, comments, and answers that included the tag r or its two synonyms\(^8\) (rstats and r-language), and information about the users who contributed to them.

For the R-help mailing list data, we retrieved MBOX files of the mailing list archives from the R-help website. We downloaded all the threads and extracted the separate emails and corresponding metadata from each thread. As opposed to Stack Overflow, the R-help mailing list data doesn’t include metadata to indicate whether a message is a question or an answer. Thus we used the following heuristic to classify the R-help messages: if a message contained an In-Reply-To or a References header, it was classified as an answer (225,254 responses); otherwise, a message was classified as a question (119,145 questions).

To study participation and determine which users were active in both channels, we assigned them a unique person identifier and performed a unification of identities. We extracted email addresses from the R-help mailing list data using the From field, and using a conservative approach, identified messages sent by the same person but from different email addresses. As a result, the number of unique individuals identified on R-help was reduced from 36,600 to 31,729 (a reduction of 15%)—a similar number was reported by Vasilescu et al. \([170]\). Next, by using MD5 hashes of the email addresses extracted from the R-help mailing list and Stack Overflow, we identified 1,449 persons who used both media channels.

To prepare and process the data, we wrote our own scripts (these are included in the replication package\(^9\)). To ensure accurate results when processing the R-help mailing list, we followed a series of recommendations proposed by Bettenburg et al. \([13]\): extracted messages, removed duplicates, removed signatures, and reconstructed discussion threads. We unified identities of contributors in R-help using our own email unification tool\(^10\). To identify people common to both channels, we compared the hash of the email in the Stack Overflow data against the hash of every email used by a person. If there was a match, we considered the person in R-help to be the same as the person in Stack Overflow.

\(^7\)http://stackexchange.com/sites
\(^8\)http://stackoverflow.com/tags/r/synonyms
\(^9\)Our scripts, sample data, and coded data are openly available at https://zenodo.org/record/831805
\(^10\)https://github.com/dmgerman/unify-perl
Data analysis process

We followed an inductive approach [131] to analyze the data from Stack Overflow and the R-help mailing list. To reduce the risk of bias [131], the analysis was conducted by two computer scientists with a background in qualitative data analysis. To answer RQ1 and RQ2, we randomly sampled and iteratively coded questions in both channels to characterize the types of discussions that occur. This process was continued until we reached thematic saturation [17], i.e., no new themes were identified and no issues were raised regarding existing categories, which amounted to 400 threads in each channel. To answer RQ3, we focused on questions with identical subjects that were posted to both channels by the same author: we found and analyzed 79 such threads.

Figure 5.2: Example of data coding. Each row is a threaded message. Questions, comments, and answers are identified with the number in the first column. Columns in yellow (columns 4-10) contain the code for each message type. The last two columns contain the memos and URLs.

We used memoing, affinity diagrams, and a code book to support the data analysis process. We wrote reflective memos in a spreadsheet next to the applicable codes (see example in Fig. 5.2). These memos were used to create the codes and hypotheses about the relationships between concepts. We coded in multiple sessions, which allowed us to iteratively refine the definitions in the code book. Each entry is associated with a title, a formal definition, an example, and notes from the researchers. For inter-rater reliability, we used the Cohen Kappa inter-rater agreement coefficient [153]. Although it is suggested that one should aim for coefficient values above 0.6 to obtain substantial results [82], we aimed for 0.8 or above based on our previous experience with this method [53]. We used this coefficient after each coding session as a way to trigger discussion and to further refine the codes if necessary.

The analysis process required an understanding of the context surrounding each message. The process consisted of: (1) gathering the required information from each channel (i.e., the message analyzed, the relevant thread), and (2) mapping the messages from each channel to a specific knowledge type (see Section 5.3.1). The mapping
was necessary as each channel contained a different data structure. We defined the following mappings between messages in both channels:

**Question:** The message is the first in the thread and contains the main question.

**Answer:** The message provides a solution to the main question in the thread.

**Update:** The message provides a modification to a question or an answer made by the author of said question or answer.

**Comment:** The message offers clarification to a specific part of the question or answer.

**Flag:** The message requests attention from the moderator or other community members (e.g., repeated questions, spam, or rude behavior).

As opposed to Stack Overflow, where the metadata indicates the corresponding mapping, for R-help we needed to manually examine the context of each message and classify them based on the knowledge artifact definitions. We elaborate on these definitions in Section 5.3.1.

5.2.2 Phase II: Exploring Why Users Post to a Particular Channel

The analysis from Phase I revealed that some developers are active on both channels, and in some cases, even post the same questions. To further understand this phenomena and explore the perceived benefits of using one channel over the other, we conducted a survey with users of the R community\(^\text{11}\). To test and refine the questions, format, and tone, we piloted the survey twice. We promoted our survey on Twitter, Reddit, the R-help mailing list, and Meta Stack Exchange to reach users of both channels and minimize selection bias. However, our survey invitation on Stack Exchange was deemed off topic and deleted a few minutes later. In total, we received 37 responses, 26 of which were valid (invalid responses occurred if the session ended or the participant did not complete the survey).

5.2.3 Phase III: An Extended Investigation of Participation Patterns

In this phase, we focused our analysis on the behavior and participation patterns of community users on the R-help mailing list and Stack Overflow. Since this phase

\(^{11}\text{A copy of the survey is available at http://cagomezt.com/lime/index.php/857211?lang=en}\)
was conducted two years after our initial phase, we extended our analysis to include archival data from the beginning of each channel up to September 2016 (for both channels). Table 5.1 depicts a summary of the data used for this phase of the study.

Table 5.1: Raw data collected for each channel, up to September 2016.

<table>
<thead>
<tr>
<th>Type</th>
<th>R-help</th>
<th>Stack Overflow</th>
</tr>
</thead>
<tbody>
<tr>
<td>Questions</td>
<td>124,791</td>
<td>150,707</td>
</tr>
<tr>
<td>Answers</td>
<td>150,919</td>
<td>204,468</td>
</tr>
<tr>
<td>Comments</td>
<td>88,685</td>
<td>617,460</td>
</tr>
<tr>
<td>Different individuals</td>
<td>31,699</td>
<td>63,372</td>
</tr>
</tbody>
</table>

As before, we needed to compare identities between the two communication channels. However, due to privacy concerns, Stack Overflow has now removed all email information from their current dumps (the field is present but empty). Previously, Stack Overflow included the hash of email addresses. For this reason, we used two different data dumps of Stack Overflow: the first one was dated September 2014 (which contains the SHA of the email addresses); the second was dated in March 2017 (which does not contain any participant email information). We used the first dataset only when comparing identities between the two communication channels, while for the rest of the analysis, we used data from both channels (up to September 2016).

5.3 Findings

To understand how knowledge in the form of questions and answers is created, shared, and curated, we first identified and categorized the main types of knowledge artifacts contained within messages on the R-help mailing list and the Stack Overflow ‘R tag’ (RQ1). The emerging categories formed a typology and allowed us to identify and describe two approaches for constructing the knowledge supported by these channels (RQ2). Interestingly, we found that some developers are active on both channels, and in some cases, even post the same questions. As a result, we investigated the benefits they gain by doing so (RQ3). We also present our findings about participation on the two channels over time (RQ4) and look closely at the different levels of participation activity between community users (RQ5).
5.3.1 What Types of Knowledge Artifacts Are Shared on Stack Overflow and the R-help Mailing List

To answer RQ1, we randomly sampled message threads from both Stack Overflow and the R-help mailing list, where each thread included a question and the associated responses. We identified five types of artifacts that capture knowledge: (1) Questions; (2) Answers; (3) Updates; (4) Flags; and (5) Comments. Through our analysis, we further divided these types into subtypes.

Table 5.2 presents our typology of knowledge artifacts, their descriptions, and their frequency in the data sample. Even though we did not aim for a statistically significant sample size, the size of this sample (400 threads in each channel) guarantees a confidence level of approximately 95% ± 5% for both channels. Using the Chi-square test of independence, we tested whether the frequency distribution of the types and subtypes of questions was different between the two channels. Specifically, we tested if the distribution frequency of each subtype (as shown in Table 5.2) was statistically different between R-help and Stack Overflow. We also compared the overall frequency for each artifact subtype. In all cases, the distributions were found to be statistically different (with \( p \ll 0.001 \) in all cases).

Table 5.2: Typology of knowledge artifacts found on both Stack Overflow (SO) and the R-help (RH) mailing list, their frequency, and relative proportion in the analyzed sample.

<table>
<thead>
<tr>
<th>Questions</th>
<th>SO</th>
<th>RH</th>
<th>Prop SO</th>
<th>Prop RH</th>
</tr>
</thead>
<tbody>
<tr>
<td>How-to</td>
<td>166</td>
<td>103</td>
<td>41.50%</td>
<td>25.75%</td>
</tr>
<tr>
<td>Discrepancy</td>
<td>53</td>
<td>88</td>
<td>13.25%</td>
<td>22.00%</td>
</tr>
<tr>
<td>Conceptual/Guidance</td>
<td>48</td>
<td>49</td>
<td>12.00%</td>
<td>12.25%</td>
</tr>
<tr>
<td>Bug/Error/Exception</td>
<td>27</td>
<td>48</td>
<td>6.75%</td>
<td>12.00%</td>
</tr>
<tr>
<td>Decision help</td>
<td>36</td>
<td>35</td>
<td>9.00%</td>
<td>8.75%</td>
</tr>
<tr>
<td>Code reviewing</td>
<td>34</td>
<td>21</td>
<td>8.50%</td>
<td>5.25%</td>
</tr>
<tr>
<td>Category</td>
<td>Description</td>
<td>Count</td>
<td>Unique</td>
<td>Percent</td>
</tr>
<tr>
<td>-------------------</td>
<td>------------------------------------------------------------------------------</td>
<td>-------</td>
<td>--------</td>
<td>----------</td>
</tr>
<tr>
<td><strong>Set-up</strong></td>
<td>Asks for possible ways to set up the R environment before or after deployment.</td>
<td>15</td>
<td>31</td>
<td>3.75%</td>
</tr>
<tr>
<td><strong>Non-functional</strong></td>
<td>Asks for help (or suggestions) with a non-functional requirement such as performance or memory usage.</td>
<td>14</td>
<td>11</td>
<td>3.50%</td>
</tr>
<tr>
<td><strong>Future reference</strong></td>
<td>Asks a question (often self-answering it) that might not exist on the channel, but that is interesting enough to warrant a thread for future reference.</td>
<td>5</td>
<td>4</td>
<td>1.25%</td>
</tr>
<tr>
<td><strong>Other</strong></td>
<td>Asks for assistance unrelated to the channel, or the message contains unrelated information (e.g., announcements, ideas for improvement).</td>
<td>2</td>
<td>10</td>
<td>0.50%</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td></td>
<td>400</td>
<td>400</td>
<td>100%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Category</th>
<th>Description</th>
<th>Count</th>
<th>Unique</th>
<th>Percent</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Answers</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Explanation</strong></td>
<td>Provides an explanation of an approach that answers the question and lists steps on how to implement it.</td>
<td>203</td>
<td>101</td>
<td>25.15%</td>
<td>17.44%</td>
</tr>
<tr>
<td><strong>Source code</strong></td>
<td>Provides a source code snippet as a solution without an extensive explanation about the answer.</td>
<td>198</td>
<td>102</td>
<td>24.54%</td>
<td>17.62%</td>
</tr>
<tr>
<td><strong>Redirecting</strong></td>
<td>Provides a link to an existing solution that is not in the thread (e.g., external application, tutorial, project).</td>
<td>163</td>
<td>87</td>
<td>20.20%</td>
<td>15.03%</td>
</tr>
<tr>
<td><strong>Clue/Hint/Suggestion</strong></td>
<td>Provides a possible way to fix the issue without actually solving it.</td>
<td>43</td>
<td>105</td>
<td>5.33%</td>
<td>18.13%</td>
</tr>
<tr>
<td><strong>Alternative</strong></td>
<td>Provides a different approach to a solution that is related to but not exactly what is being asked (e.g., mathematical approach, data structure modification).</td>
<td>33</td>
<td>98</td>
<td>4.09%</td>
<td>16.93%</td>
</tr>
<tr>
<td><strong>Tutorial</strong></td>
<td>Provides a set of steps to teach people how to solve the issue.</td>
<td>105</td>
<td>15</td>
<td>13.01%</td>
<td>2.59%</td>
</tr>
<tr>
<td><strong>Announcement</strong></td>
<td>Provides a notification about some artifact (e.g., packages, libraries)</td>
<td>8</td>
<td>33</td>
<td>0.99%</td>
<td>5.70%</td>
</tr>
<tr>
<td><strong>Opinion</strong></td>
<td>Provides an opinion or an expansion of another answer by including scenarios and examples</td>
<td>49</td>
<td>35</td>
<td>6.07%</td>
<td>6.04%</td>
</tr>
<tr>
<td><strong>Benchmark</strong></td>
<td>Provides a benchmark of multiple solutions posted by others or compares different answers</td>
<td>5</td>
<td>3</td>
<td>0.62%</td>
<td>0.52%</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td></td>
<td>807</td>
<td>579</td>
<td>100%</td>
<td>100%</td>
</tr>
</tbody>
</table>

| **Updates** |  |
| **Expansion** | Expands the question or answer by providing scenarios or examples | 116 | 83 | 18.92% | 33.60% |
| **Correction** | Corrects format, grammar, spelling, and semantic mistakes | 301 | 2 | 49.10% | 0.81% |
| **Explanation** | Explains or clarifies a specific point in the question or answer, such as why the user chose a specific data structure, or the meaning of a variable | 83 | 95 | 13.54% | 38.46% |
| **Announcement** | Announces specific events (e.g., bounties, future updates) | 27 | 3 | 4.40% | 1.21% |
| **Background** | Adds additional context to the question or answer | 74 | 57 | 12.07% | 23.08% |
| **Solution** | The user answers their own question | 12 | 7 | 1.96% | 2.83% |
| **Total** | | 613 | 247 | 100% | 100% |

| **Flags** |  |
| **Repeated question** | Notifies a user that the question has been answered previously | 48 | 8 | 59.26% | 14.81% |
| **Off-topic/ Opinion** | Identifies questions that are unrelated to the channel’s interests, or requests answers based on opinion | 22 | 19 | 27.16% | 35.19% |
Questions and Answers: Questions express one or more problems or concerns faced by a user on the R-help mailing list or on Stack Overflow, whereas answers represent solutions to questions. We observed that the types of questions on Stack Overflow are more specific than those on the R-help mailing list and are more likely to consist of tutorials. Stack Overflow also contains more answers per question: 2 per question compared to 1.4 for R-help (see Table 5.2). However, R-help answers tend to offer more suggestions or alternatives than Stack Overflow answers.

Updates: An update is a modification of a question or an answer. In Stack Overflow, updates are presented in one of two ways:

Labeled updates are explicitly shown in the body of questions and answers next to a label that identifies the update (e.g., edit, update, and p.s.). When multiple
update labels appear in a message, each label is accompanied by a number (e.g., “[Edit 1:]”), a date (e.g., “Edit/Update (April 2011):”), or a bulleted list (e.g., “EDIT: - anova... -drop1...”).

**Non-labeled updates** are only visually recognizable through the message history system. The only indication of a change is a box at the end of a message that identifies the user who performed the change and the date when it occurred. We found that non-labeled updates are often used to correct formatting, grammar, semantic mistakes, and spelling, or to incorporate explanations, examples, and suggestions without changing the meaning of the question or answer. Labeled updates are for everything else.

On the R-help mailing list, all communication occurs through email, and authors do not explicitly tag messages as updates. For this reason, we define an update on R-help as a message sent to a thread where the author has already participated once.

Regarding update frequency in our sample, the Stack Overflow R tag contained 2.5 times more updates than the R-help mailing list. Corrections are more common on Stack Overflow (almost 50%), while R-help updates are often related to the adding of information to a thread (providing background, expansion, and explanation).

**Flags:** Flags are used to alert users that a question or an answer does not match community expectations. Stack Overflow contains a flagging mechanism that’s often used to get a moderator’s attention. These flags can accomplish various objectives: mark a message as containing spam or rude/abusive behavior, or identify duplicate questions, off-topic messages, unclear questions, opinion-based questions, and low-quality answers. Depending on the type of flag, this can lead to a thread being closed or the loss of user reputation points.

The R-help mailing list doesn’t have a built-in flagging mechanism. However, R-help users utilize the concept of flags, which we define as *messages used to call the attention of other community users*, similar to the way flags are used in Stack Overflow. For example, a community member indicated that a question is off topic by responding that “the main questions here are not R-related, but statistical modeling questions, and much too broad for the R list”.

In terms of their frequency, R tag posts on Stack Overflow contained 1.5 times more flags than posts on the R-help mailing list. Stack Overflow flags are primarily used to mark repeated questions. In contrast, flags on R-help are often used to indicate that a previous answer is incorrect.
Comments: In Stack Overflow, comments are considered “temporary ‘Post-It’ notes left on a question or an answer.” Comments are located below each question or answer and can be used to clarify information or follow up with further details. On the R-help mailing list, we define comments as messages written to improve an answer or as a follow-up to a discussion. It should be noted that for an email to qualify as a comment, it must not be written by the person who asked or answered the original question. Otherwise, the message would be considered an update. Because both Stack Overflow and the R-help mailing list permit participants to ask multiple questions in the same thread, the subcategories of comments are not mutually exclusive.

Regarding the frequency of comments, the main difference between the two channels is that Stack Overflow comments are less likely to be considered corrections or alternatives (Correction/Alternative subcategory) than on the R-help mailing list. The Stack Overflow R tag sample also contained 2.1 times more comments than the R-help sample (see Table 5.2).

5.3.2 How Knowledge Is Constructed on Stack Overflow and the R-help Mailing List

Our analysis helped us identify two different approaches for constructing knowledge (RQ2) on Stack Overflow and the R-help mailing list: participatory knowledge construction and crowd knowledge construction.

Participatory knowledge construction is an approach where answers are created through the cooperation of multiple users in the same thread. Participants complement each other’s solutions by discussing the pros and cons of each answer and by adding different viewpoints, additional information, and examples. This process is similar to a team working together towards a common objective.

Crowd knowledge construction leverages the experiences of many users who work in a relatively independent manner. Each user contributes to the thread, adding variety to the pool of solutions. However, the user’s priority is to provide a correct answer and not to discuss other solutions. This is comparable with the concept of a group in which people work towards the same objective but not necessarily together (e.g., Amazon’s Mechanical Turk). Participants can vote on others’ ideas, but the main idea is not constructed through discussion.

Figure 5.3 depicts two examples of the way participatory knowledge occurs on the

\[12\text{http://stackoverflow.com/help/privileges/comment}\]
R-help mailing list: direct citation of the author of a previous answer, and inferable links between answers.

On the R-help mailing list, participatory knowledge construction occurs when:

1. previous answers are included in the current answer, with clear links between them; or
2. a reply contains a direct reference to other answers or authors.

On Stack Overflow, participatory knowledge construction takes place when:

1. one can infer a link between answers, through either a direct or indirect reference; or
2. comments complement the answer or directly cite another author.

Participatory knowledge construction also occurs in different places on Stack Overflow, perhaps as a consequence of its rich interface. We observe this type of knowledge construction when a user answers a question and directly cites or links to someone else’s answer in the thread, or when a user cites someone else’s question or answer in a comment (a typical case is linking to a previously asked question). Figure 5.4 depicts an example of participatory knowledge construction on Stack Overflow: when an answer was deemed insufficient, a user helped out by adding a comment and referencing another author’s answer.

On the R-help mailing list, crowd knowledge construction takes place when dif-
Figure 5.4: Example of participatory knowledge on Stack Overflow: users built on the comments and answers of other users.

different messages respond directly to the original question, rather than to another response.

On Stack Overflow, crowd knowledge construction occurs when:

1. there is no direct or inferable reference between answers; or
2. an answer is a variation of one of the other answers in the thread.

Figure 5.5 depicts an example of crowd knowledge construction on Stack Overflow. As can be seen from the figure, two of the three answers provided the same solution.

5.3.3 Why Users Post to a Particular Channel or to Both Channels

From our survey, we were able to learn why some R community members preferred one channel over the other—we summarize their responses below. Using results from the analysis of the archived data, we discuss why some members post some questions to both channels.
Why participants post on Stack Overflow

Survey participants preferred using Stack Overflow for several reasons: (a) the ability to gain peer recognition (the advantage of gaining points—and visibility—is a major draw of Stack Overflow); (b) its rich and user-friendly interface; (c) answers are straight to the point; (d) questions are usually answered faster on Stack Overflow than on the R-help mailing list; and (e) it is easy to search for previous questions and answers.

However, the respondents reported a few main drawbacks of using Stack Overflow: (a) there is an overabundance of related questions; (b) one requires a certain level of experience to understand some of the answers; and (c) Stack Overflow’s strict rules only allow questions and their answers, they do not allow discussions nor questions about opinions.

Why participants post on the R-help mailing list

Survey participants reported a few benefits of using the R-help mailing list: (a) the email format is convenient; (b) following the mailing list provides awareness and increases learning in new topics; (c) there is more flexibility regarding the topics that one can discuss; and (d) there is a high level of participation from experienced users.
The respondents did note a couple of disadvantages of R-help: (a) some discussions lead to aggressive behavior; and (b) searching the archives is not easy.

**Why participants post to both channels**

Our analysis of the archived data revealed that some users (79 in our sample) posted the same question on both channels. Based on the responses from the survey, we identified that being active on both channels brings benefits to those asking and answering questions (RQ3):

**Find a better answer:** One channel might result in a better answer than the other.

**Support follow-up questions:** We found that the R-help mailing list is often used to conduct follow-up discussions on specific answers provided to Stack Overflow questions. Stack Overflow’s focus is on finding an answer to a question and provide a rudimentary method to discuss the specifics of an answer, either by adding comments to the answer—which cannot be threaded—or by asking another question (related to the answer). In contrast, a discussion on R-help can continue long after an answer has been found through follow-up questions involving a variety of people, not just the person who asked the original question.

**Speed up answers:** Users ask the same question on both channels in order to get an answer faster. However, in many cases this behavior is not encouraged by the community as it is deemed impolite\(^{13}\). This seems to be a matter of opinion, as other community members argue in favor of cross-posting questions\(^{14}\).

### 5.3.4 How Participation Differs Between the Two Channels Over Time

Vasilescu *et al.* studied participation in the R-help and Stack Overflow communities over time \[170\]. Their research showed strong evidence that knowledge seeking activities are moving from R-help to Stack Overflow (as of the end of 2013). They also noticed a trend indicating that Stack Overflow continues to grow and R-help continues to decrease. These findings prompted us to also consider how participation differs between the two channels over time (RQ4). However, we take a different approach by

\(^{13}\)https://stackoverflow.com/questions/3892033/r-why-this-doesnt-work-matrix-rounding-error#comment4151921_3892033

\(^{14}\)http://meta.stackoverflow.com/questions/266053/is-it-ok-to-cross-post-a-question-between-non-stack-exchange-and-stack-exchange
slicing the data based on question score and participation activities over time. In the following, all findings come from our extended dataset that covers September 2008 to September 2016 for both channels (unless specified otherwise).

We first explore the evolution of the number of questions in both channels as the main proxy of activity (the results are shown in Figure 5.6). One aspect that is changing in Stack Overflow is the growth of questions that receive an overall negative score. A score in Stack Overflow is the sum of positive votes minus negative votes, which can be considered an indication of the question's quality. As can be seen in Fig. 5.6, the number of questions with an overall positive score has flattened and is starting to decrease. However, if we inspect the trends over the last eight years, this might be misleading. By looking at the most recent period (Jan. 2015 - Sept. 2016), Figure 5.7 shows that both channels are relatively flat in terms of the overall number of questions, but the number of questions in Stack Overflow is between 10 and 20 times the number of questions found in R-help. Additionally, the proportion of questions with a positive score in Stack Overflow has been decreasing steadily (shown in Fig. 5.8).

![Questions over time](image)

Figure 5.6: The number of questions asked over time: Stack Overflow activity has been much greater than R-help activity, however, the number of questions with a positive score has flattened.

As the Stack Overflow community grows and the number of questions increases, the community faces several challenges that may explain the decrease in questions with positive score. One challenge is handling duplicate questions\(^\text{15}\) (cut-and-paste duplicates, accidental duplicates, and borderline duplicates). Another challenge is

\(^{15}\text{https://meta.stackoverflow.com/questions/315293/answering-borderline-duplicate-questions}\)
Figure 5.7: The number of questions asked after January 2015: both channels have flattened, but the number of Stack Overflow questions with a positive score continues to decrease.

Figure 5.8: The proportion of Stack Overflow questions with a positive score has been decreasing steadily.
dealing with low quality questions: these questions are often poorly described, not
directly related to R, or posted by users who didn’t put much effort into searching for
the answer themselves (referred to as “help vampires” by Srba and Bielikova [148]).
At the same time, many questions are left unanswered and with no indication from
the community (i.e., zero score). Srba and Bielikova found that there was a constant
increase of poor quality questions, unanswered questions, and deleted questions on
Stack Overflow [148].

We explored three potential reasons for the decrease in questions with a positive
score:

1. We looked at the number of questions marked as duplicates. We found this pro-
portion is increasing, but the overall number of questions marked as duplicates
is only 3% of all questions.
2. Then we counted the number of questions with a negative score, but this only
accounts for 2.9% of all questions.
3. Finally, we measured the number of posts with a zero score. We found that
29.2% of all posts have a score equal to zero. A small proportion of these
questions (3%) had a zero score after being voted up and down.

We posit that the increase in the number of questions with zero score (and the
corresponding decrease in questions with a positive score) is because newer questions
tend to be too focused or obscure to be of interest to others, but further research is
required to verify this assertion.

**How long users participate in the channels**

An important measure of a community and its ability to curate and maintain knowl-
edge is whether their users continuously participate over time, even if their partici-
pation is small. To help us measure the continuity of participation, we divided the
history of both channels into month-long segments. In R-help, we considered that a
user participated in a given month if they posted at least one email to the list during
that period. For Stack Overflow, we considered that a user participated in a given
month if they posted, responded to, or commented on at least one question.

The results show that users do not participate in either channel for a long period
of time—their participation tends to be brief. Figure 5.9 shows the accumulated
proportion of users that participated during a given number of months (not necessarily
consecutively). The curves are very similar and skewed: 62% of R-help users and 65%
of Stack Overflow users are active for a single month only; 90% of R-help users are active for 5 months or less; 90% of Stack Overflow users participate 4 months or less.

![Months a member has been active](image)

Figure 5.9: The number of months a user has been active. This plot shows the accumulated proportion of users who have been active for a given number of months: 62% of R-help users and 65% of Stack Overflow users are active for 1 month only; 90% of R-help users are active 5 or months or less; 90% of Stack Overflow users participate 4 or months or less. Months do not have to be consecutive.

We noticed that a large proportion of users ask questions but never contribute answers. The proportion of those who never post an answer in R-help is 57.3%, while it is 63.1% in Stack Overflow\(^\text{16}\). Figures 5.10 and 5.11 show the cumulative proportion of users that participate in either channel for a given number of months. As can be seen, people who answer questions tend to stay around longer in R-help than those contributing questions only. However, for Stack Overflow, the difference is very small: both people posting questions and those that answer them do not stay around very long.

\(^{16}\)There is a threat to validity for this result in the R-help data: Stack Overflow separates responses into comments and answers, however, R-help does not have this distinction. For R-help, we consider that any direct reply to an email is an answer; and we consider a reply to an answer to be a comment.
Both types of users do not stay around very long.

Figure 5.10: The months an R-help user has been active according to whether they only ask questions or only answer questions (and potentially ask questions, too). People who answer questions tend to stay around much longer than those who only ask questions.

Figure 5.11: The months a Stack Overflow user has been active according to whether they only ask questions or only answer questions (and potentially ask questions, too). Both types of users do not stay around very long.
5.3.5 Are There Significant Differences in Participation Activity Between Community Members?

To consider participation activity within the two channels, we first consider new users by counting how many newcomers there are to both channels and checking if they are likely to post again. Secondly, we look at contributors that are responsible for the vast majority of posts on both channels.

Activity of new users

New users are important for the survival and continuity of a community. Unfortunately, since we can only track users when they actively participate in a channel, we do not know who is a passive participant. Hence, we use the date of a first contribution as the proxy of when a user joins the community. Figure 5.12 shows the proportion of users who have participated for the first time in a particular month. Both sub-communities show a similar pattern: in R-help, between 25% and 35% of all users are first-time participants; in Stack Overflow, between 40% and 50% are first-time participants. In recent years, both channels have seen a slight decline and many of these first-time participants only contribute once (see Fig. 5.13): except for the first 1.5 years of Stack Overflow, both channels see that the proportion of one-time participants is between 10% and 20%. In fact, the number of users who participate only once (at any time) is relatively large over the lifetime of the channels: 43% in R-help and 30% in Stack Overflow.

Common users of both channels

We found 1,449 unique users that participated in both channels. For this, we compared and matched the identities of contributors between both channels between September 2008 and September 2014 (September 2014 is the last Stack Overflow data dump with the email hashes). The number of members who participated in both sub-communities is relatively small (2.5% of all users), yet a handful of these contributors (also referred to as “caretakers” by Srba and Bielikova [148]) are responsible for a very large proportion of the answers in both channels. Figure 5.14 shows the accumulated proportion of answers that have been contributed by these authors. As we can see, the top contributor has contributed 3.9% and 3.7% of answers in R-help and Stack Overflow, respectively. In fact, the top 6 contributors to both
Figure 5.12: Proportion of new users over time. The top lines (thicker) correspond to the number of users who post their first question in that month. The bottom (thinner) lines correspond to the subset of new users who only ask one question and then never participate again.

Figure 5.13: Proportion of one-time users in any given month.
channels are responsible for 10% of the answers (and only one of those belongs to the *R-core* group). Here answers on Stack Overflow include both posts and comments to questions.

![Rel. accum. prop. answers of common contributors both channels](image)

Figure 5.14: Accumulative proportion of answers by the most prolific users who post to both channels. As we can see, the top 6 most prolific users contribute approximately 10% of the answers. This plot only reflects posts between Sept. 2008 and Sept. 2014, the period when we could compare and match identities between both channels.

**Prolific contributors**

Both channels benefit from a handful of prolific members who answer most questions. Thus we refer to these users as *prolific contributors*. Figure 5.15 shows the most prolific contributors in each channel, ordered by the number of answers they have contributed. The vertical axis shows the accumulated proportion of contributions to all answers in each channel. In R-help, 8 users have contributed 25% of all answers and 40 have contributed 50% of all answers. In Stack Overflow, the distribution is not as steep, yet 27 users have contributed 25% of all answers and 146 have contributed 50% of all answers (including comments). This means that 0.13% of the R-help mailing list users contribute 50% of all the answers, while 0.23% of the Stack Overflow users contribute 50% of all the answers. We identified the professions of the top 10 contributors to both channels: five professors, three package maintainers, a core
developer, and one retired person. For contributors who participated in only one of the channels:

- We identified the professions of 9 of the top 10 contributors in Stack Overflow: one professor, two package maintainers, three data scientists, one consultant, one retired person, and one anonymous contributor (there is no personal information in their profile).
- In the case of R-help, there are four package maintainers, one book author/professor, two professors, one core developer/professor, one consultant, and one retired person.

![Relative accumulated proportion of answers of prolific contributors](image)

Figure 5.15: Accumulative proportion of answers by the most prolific users of each channel. The top 8 and top 27 contributors to R-help and Stack Overflow, respectively, are responsible for 25% of all the answers.

## 5.4 Discussion

In this section, we reflect on the results presented in the previous section, distill some themes from this work and relate them to relevant related research, and point out possibilities for future work. As we present the themes, we provide representative quotes extracted from the survey we conducted in the second phase of our study, using P# to indicate the participant ID.
5.4.1 Knowledge Creation and Curation

Our results show that both channels we studied provide similar knowledge support for asking questions and providing answers. However, there are some important differences between the channels, which we discuss in detail below and summarize in Table 5.3.

Table 5.3: Comparison of the ways knowledge is shared on Stack Overflow and the R-help mailing list.

<table>
<thead>
<tr>
<th></th>
<th>Stack Overflow</th>
<th>R-help</th>
</tr>
</thead>
<tbody>
<tr>
<td>Knowledge construction</td>
<td>Mainly crowd</td>
<td>Mainly participatory</td>
</tr>
<tr>
<td>Topic restriction</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Emphasis</td>
<td>Curating knowledge</td>
<td>Developing knowledge</td>
</tr>
</tbody>
</table>

Knowledge construction

Stack Overflow’s gamification mechanism encourages users to be the first to answer questions [141]. In contrast, the R-help mailing list is a less competitive environment where users tend to build on other responses: users work as a team rather than acting as individuals searching for points. This perhaps explains why knowledge on Stack Overflow is built in a more crowdsourced manner, while knowledge on the R-help mailing list is usually built in a participatory manner.

Since the competitive Stack Overflow environment creates an incentive to be the first to answer rather than improve and build on other answers, it is common to find questions with several answers that provide the same information. For example, three of the six answers in the Stack Overflow question titled “Resources for learning SAS if you are already familiar with R”\textsuperscript{17} reference the same books. And while Stack Overflow provides a powerful curation mechanism to ensure the best answers make it to the top, it does not explain why an answer is better than another.

In contrast, the R-help mailing list fosters a participatory environment where users discuss proposed answers—users tend to provide more background to answers and explain the rationale behind them. For example, the question “Arrange elements on a matrix according to rowSums + short ‘apply’ Q” that was posted to both Stack Overflow’s and R-help’s mailing list.

\textsuperscript{17}http://stackoverflow.com/questions/501917/resources-for-learning-sas-if-you-already-familiar-with-r
Overflow\textsuperscript{18} and R-help\textsuperscript{19} and illustrates how the two communities build knowledge. On Stack Overflow, each participant contributed a solution without any evidence of having collaborated with others. In fact, the person who asked the question actually stated that both answers worked. However, they selected one as the chosen answer and commented on the other with “many thanks for your help, all! these did the trick”, and there was no reflection on why they did so. On the R-help mailing list, users complemented each other’s answers by providing further information and insights to existing answers.

Vasilescu et al. [170] showed that users who are active on both channels tend to provide answers faster on Stack Overflow than on R-help, suggesting that they are motivated by the gamification aspects of Stack Overflow, and thus, tend to gravitate towards crowd knowledge construction. While the crowd-based approach is prevalent, the construction of knowledge on Stack Overflow is not limited to the crowd-based approach. Participatory knowledge construction can also be observed, such as the up/down voting of questions and through the provision of comments. However, in most cases, participatory knowledge construction on Stack Overflow is used for editing answers (e.g., correcting grammar) or linking to previously asked questions. Similarly, some knowledge on the R-help mailing list is constructed in a crowd-based manner, but this is much less prevalent than participatory construction.

Tausczik et al. [161] examined how users of Math Overflow, a Q&A platform for mathematicians, collaborate and construct knowledge. They found that collaboration was diverse and fell on the spectrum between independent (crowd-based) and interdependent (participatory). Similar to our findings with Stack Overflow, the most common collaborative act was of an independent nature (i.e., providing information), while other contributions that built on existing work were less common (e.g., clarifying questions, critiquing answers, revising answers, and extending answers).

Our results seem to imply that Stack Overflow’s gamification features, which have been effective at creating a large corpus of questions and answers, have the side effect of reduced collaborative knowledge creation between users. In their study on building Stack Overflow reputation, Bosu et al. [15] proposed six strategies for increasing reputation score, including be the first to answer and answer at off-peak hours, which indicates crowd knowledge creation. Furthermore, while Stack Overflow

\textsuperscript{18}http://stackoverflow.com/questions/4333171/arrange-elements-on-a-matrix-according-to-rowsums-short-apply-q
\textsuperscript{19}http://r.789695.n4.nabble.com/Arrange-elements-on-a-matrix-according-to-rowSums-short-apply-Q-td3068744.html
gives people the ability to vote on comments, it does not reward points to users that post comments. For example, some users search Stack Overflow for answers within comments and convert them to proper answers to gain reputation points\textsuperscript{20}.

An important research question that arises from these findings is whether Stack Overflow’s model can be improved to provide better participatory knowledge construction support without hindering its ability to curate information for future use.

**Topic restriction**

Stack Overflow’s participation rules only permit questions related to programming that have a clear answer, restricting the topics that can be discussed. In contrast, the R-help mailing list is suitable for discussing any topic related to the R language. For example, questions related to R but not focused on software development are not rejected by the R-help mailing list community—topics that trigger discussion are welcomed.

Stack Overflow questions that trigger a discussion are flagged as opinion-based or off-topic and typically closed. Correa and Sureka [23] found that 18% of deleted questions on Stack Overflow are subjective (i.e., ask for opinion). For example, a question titled “What’s a good example of really clean and clear [R] code, for pedagogical purposes?”\textsuperscript{21} was flagged as off-topic because the question was not related to software development. An R-help user wrote a fine explanation of the purpose of each channel in a message on the mailing list:\textsuperscript{22}

> “Got an R programming question that you think has a definite answer? Post to [Stack Overflow]. Want to ask something for discussion, like what options there are for doing XYZ in R, or why lm() is faster than glm(), or why are these two numbers not equal? Post to R-help. Questions like that do get posted to [Stack Overflow], but we [vote] them down for being off topic and they disappear pretty quickly.”

Squire reported that, despite the gains in participation and the response time provided by Stack Overflow, many development communities keep using mailing lists, either as a primary communication channel or as part of a hybrid solution where

\textsuperscript{20}http://duncanlock.net/blog/2013/06/14/the-smart-guide-to-stack-overflow-zero-to-hero
\textsuperscript{21}http://stackoverflow.com/questions/1739442/whats-a-good-example-of-really-clean-and-clear-r-code-for-pedagogical-purpos
\textsuperscript{22}http://r.789695.n4.nabble.com/creating-an-equivalent-of-r-help-on-r-stackexchange-com-was-Re-Should-there-be-an-R-beginners-list-td4684587.html#a4684954
multiple channels are used, thus allowing for non-restrictive topics and fostering dis-
cussion [147]. Mailing lists are also favored for their simplicity and guaranteed delivery 
(i.e., knowing who will receive the email) [194].

**Curated knowledge and knowledge development**

One of the main benefits of Stack Overflow’s crowd-based knowledge construction 
is the creation and curation of a pool of questions and answers. In contrast, R-help 
provides an environment in which users develop knowledge through participation, but 
this knowledge is not curated for future use. This makes it difficult for those that 
didn’t participate in the creation of the knowledge (either actively or passively) to 
reuse the information.

While Stack Overflow has been successful, some users feel that by not fostering 
discussion, it restricts thinking that might lead to better answers, as P26 explained:

> “Many developers share my view that [Stack Overflow] is a very bad 
model, ... [it] removes the value added by reading list traffic that doesn’t 
seem directly relevant to a currently conceptualized question, but which 
may lead to a new conceptualization (out-of-the-frame thinking). [Stack 
Overflow] cannot do that.”

Similarly, P35 stated that they use the R-help mailing list if the questions are not 
100% “help-me-to-code-this”.

However, Stack Overflow excels at creating and organizing a corpus of questions 
and answers. Its curation mechanisms provide tools for keeping the channel clean 
of what seems to be unnecessary information (e.g., flagging questions, deleting com-
ments, editing messages, and demoting irrelevant answers), as P14 explained:

> “[Stack Overflow] is an excellent model for providing a rich resource for 
users of R, which the R-help mailing list was not. Ability to include light 
markup, render code blocks nicely, no nested email threads all helps the 
experience of searching for and finding the help that a user needs, and I 
want to contribute to that.”

Another interesting aspect emerging from our findings is that the activity on the 
R-help mailing list is only marginally smaller than on Stack Overflow (the proportion 
of responses in each category fluctuated between 1.4 and 2 times). Further research 
is required to assess and verify the quality and effectiveness of answers.
Maturing as a community: from knowledge creation to knowledge curation

One of the major discoveries from Phase III of our study is the reduction in growth of active participation on Stack Overflow (asking or answering questions). In particular, the number of new questions with an overall positive score has started to decrease over time, but this is to be expected: it’s likely that most sought after questions have already been asked. Given the large number of questions asked through Stack Overflow, many questions today are expected to be either duplicates of previous questions, be of low intrinsic value (too specific to be useful to others), or will end up flagged as not being a question. This decline of Stack Overflow participation has been discussed by community members\textsuperscript{23} and the Stack Overflow development team\textsuperscript{24}, and both agree that Stack Overflow “is not declining, it is serving its purpose quite well”.

When we consider that the popularity of R continues to increase, this implies that when new members to the R community seek answers, they might not need to post questions—a testament to the value of the knowledge currently gathered by Stack Overflow. This also seems to imply that the activities of Stack Overflow contributors are shifting to tagging, flagging (e.g., as duplicates, unclear, or off-topic), or editing existing questions as opposed to answering new questions.

The frequency of postings on the R-help mailing list has now stabilized at approximately 200 questions per month. It is possible that by curating answers to the most frequently asked questions, Stack Overflow has contributed to a reduction of questions posted on the R-help mailing list, and the R-help community may now be able to concentrate on higher level questions than those asked in the past. It is also possible that R-help is now discussing questions that would be flagged as invalid on Stack Overflow. Further research should study the types of discussions that are now occurring on R-help and compare them to those from before the rise of Stack Overflow.

Active vs. passive participation

We found that more than 30% of users in both channels contributed only once, usually to ask a question. It is likely that these people continue to passively participate (e.g., consuming content), however, it is not clear why this is the case. It is possible that


\textsuperscript{24}https://stackoverflow.blog/2016/10/podcast-89-the-decline-of-stack-overflow-has-been-greatly-exaggerated/
participants do not feel welcome, or that they feel that actively participating in each channel is not worth their time and effort. Another potential explanation is that these users contribute only when they have a very hard question for which they cannot find an answer anywhere else. Future work is needed in this area.

Similarly, approximately two thirds of users in both channels participate for a single month and then never actively participate again. This set of users includes the previous set (those that contribute only once) and might have related reasons for the halt in participation. It is also possible that these users are evaluating the channel, and after a short period of time, decide that they do not want to contribute further.

Nonetheless, new users continue to join both channels. In recent months, between 25% and 35% of users in any given month are new. This continuous growth seems to guarantee a steady flow of questions and answers in both channels, however, the experience and knowledge of the departed contributors is no longer present. It is possible that they become passive participants who are ready to continue contributing in the future. More research is needed to fully understand these behaviours.

**Prolific contributors**

There is a handful of users that are responsible for a large proportion of answers (less than 0.25% of users in both channels contribute 50% of the answers). It is not clear if the success of both channels can be attributed to them or not: e.g., it is possible that without them, other users might have answered those questions. Further research should look into the motivations of these individuals, consider the time they commit to help others, and also compare these patterns of activity with similar channels to see if this is a common phenomenon.

Several of these prolific contributors actively participate in both channels. The top contributor is responsible for almost 4% of the answers in either channel, and combined, the top 6 have authored approximately 10% of the answers. These prolific contributors are likely serving as a bridge of knowledge, moving information from one channel to the other.

When we looked at the professions of these contributors, we found that many of them are professors, book authors, or both. This implies that their goals include to learn and impart knowledge; for these reasons they probably see their participation as a major source of knowledge and an opportunity to diffuse it. Another group of prolific contributors are package maintainers who are likely experts in R and their
corresponding packages, and perhaps see these channels as mechanisms to provide support to their users. These assertions should be confirmed in future work.

### 5.4.2 Threats to Validity

Here we examine and discuss threats to the validity of our approach [131].

**Construct validity:** To reach the emerging themes, we relied on subjective human judgment during the data coding phase. Researchers had to decide if a message fell within a specific coding category. To alleviate this issue, two researchers coded the qualitative data as part of the analysis process. We applied the Cohen Kappa coefficient on categories that were not mutually exclusive, but whose purpose was to trigger discussion between coders. We set a threshold of 0.8 as the minimum to obtain agreeable results, which is higher than the 0.6 suggested in the literature [82]. Regarding the quantitative analysis, there are several threats to validity associated with the mining of the R-help mailing list. First, our method to identify unique individuals might be inaccurate, however, we achieve results similar to those in [170]. Second, in our statistical analysis we considered the first email to the list as a question. And direct reply is considered an answer and further replies are considered comments; to do this we relied on the presence of *In-Reply-To* and *References*, which not all messages might include. On the other hand, Stack Overflow clearly identifies individuals and classifies posts into questions, answers and comments. It is also likely that a small proportion of emails are announcements or non-question emails. Regarding the mapping of individuals between the two datasets, as Stack Overflow stopped publishing the md5 of users, it is likely that the number of common contributors between the two channels is underestimated.

**Internal validity:** Stack Overflow’s data is structured while the R-help mailing list consists of unstructured data. As a result, some of the mapping between the two channels was straightforward (e.g., a follow-up to a reply is a comment to that question), while in other cases it wasn’t as obvious (e.g., identifying some emails as questions). To reduce the risk of bias when mapping the messages between channels (in the qualitative analysis), two researchers performed the mapping.

**External validity:** Our case study was exploratory in nature and we purposefully aimed to study the R community. Many R users are likely to be casual devel-
opers with limited or non-existent programming experience, with backgrounds that vary from biology to statistics, and thus, our findings may not apply to other developer communities. However, since Stack Overflow and mailing lists are widely used by other communities, we believe that our findings may be extended to these groups as well [147]. We do not claim the generalizability of our findings to other communication channels (e.g., Slack, GitHub), and further research is required to examine how knowledge is shared on other channels used by developers.

5.5 Conclusions

The purpose of this study was to understand how the R community collaborates when using different communication channels in the creation and curation of knowledge. In particular, we concentrated on studying how this community has used Stack Overflow (using the R tag) and the R-help mailing list to both ask and answer questions. Our analysis of a random sample of 400 threads from each channel shows that both channels are active communication channels where participants are willing to help others.

We found that knowledge contributed in response to a question can be classified into four main categories: answers, updates, flags, and comments. The number of responses in each of these categories was between 1.4 and 2.5 times greater on Stack Overflow than on the R-help mailing list. While all four types of contributions exist in both channels, they exhibit differences. For example, on Stack Overflow, answers are more focused towards step-by-step tutorials, while R-help answers are more likely to be suggestions or alternatives. Similarly, on Stack Overflow, updates are focused on language (grammar and spelling), while on R-help, updates are expansions of previous responses.

The analysis of these questions and answers shows that knowledge is constructed in each channel in a different manner. On Stack Overflow, there is a tendency to use a crowd approach: participants contribute knowledge independently of each other rather than improve other answers. This is likely a result of the gamification used on Stack Overflow where the person who provides the best answer is the one that gains the most points. In contrast, the R-help mailing list uses a participatory approach where participants are more likely to build on other answers, collaborating to find the best solution.
Another important difference between both channels is that Stack Overflow focuses on making knowledge available for future retrieval; knowledge on the R-help mailing list focuses on the discussion of knowledge, but not in its long-term storage or retrieval. Respondents to our survey also commented that while it is easy to find answers on Stack Overflow and make sense of them, on R-help it is not only hard to find the relevant answers to a question, but it is also hard to see how the many responses to a question relate to each other, and ultimately, what the best answer may be.

Another result of our research is that participants appear to prefer Stack Overflow for asking questions that are expected to have a direct answer. They prefer to use the R-help mailing list when the question requests opinions (Stack Overflow forbids them) or when they want to reach core developers of the R project. Some participants ask the same question in both channels in the hopes of gaining the advantages both channels offer. Additionally, R-help has the ability to complement Stack Overflow by providing a medium where the rationale of answers can be discussed.

A major result of our quantitative study is the impact of a small fraction of the members of both channels who answer a large proportion of the questions in both channels. There is also a dedicated core of members who contribute to both channels, connecting the two communities. At the same time, a large proportion of members participate very few times over a short period of time.

It was also interesting to observe that the frequency of new questions in Stack Overflow is starting to slow down, especially those with a positive score. This effect is probably due to the fact that the most frequently asked questions in R have already been asked and answered; the new questions are either inherently more difficult or more specialized and therefore have a smaller pool of members who would benefit from them. However, research is needed to understand this effect.

Overall, this research shows that the R community is committed to using both channels to help others. Each channel has advantages and disadvantages, and the community appears to be using both effectively to create and curate knowledge regarding the R language. Furthermore, our typology of knowledge artifacts summarized in Table 5.2 can be used by other researchers that wish to study and understand how knowledge is constructed and curated in other channels or across other communities. As new channels (such as Slack) become more widely adopted, studying these newer channels and comparing them to existing channels is an imperative aspect of understanding knowledge formation in software development.
Part III

A Theoretical Knowledge Building Framework
Chapter 6

Modeling Knowledge Transfer and Knowledge Activities in Software Development

“Knowledge flows along existing pathways in organizations. If we want to understand how to improve the flow of knowledge, we need to understand those pathways.”

– Don Cohen and Laurence Prusak, 2001

Conceptualization plays an important role in scientific research [154]. It is a necessary step towards theory formulation [89], and often distinguishes between scientific reporting and conducting research [39]. Without conceptualization and theory generation, the scientific outcome often results in little value [129]. It is important to not only apply within-study conceptualization, but also across-study synthesis and conceptualization, which enables researchers to reflect and theorize beyond the scope of a single study, and to construct a bigger picture or theory.

In this chapter, I describe a qualitative meta-synthesis, i.e., an interpretive integration of qualitative findings in the form of an interpretive syntheses of data: either conceptual/thematic descriptions or interpretive explanations [133, p. 199]. The studies used as ground for the meta-analysis are: (1) the study on how social and communication media affect and disrupt software development (described in Chapter 4), and (2) the study about knowledge curation within the R community (described in Chapter 5). The specific meta-synthesis technique I used is Taxonomic Analysis, an
inductive form of domain analysis useful for theory development. It has much in common with the axial and selective coding processes associated with grounded theory [158, 133]. Sandelowski and Barroso [133] explain that “in contrast to effect sizes, which show the quantitative range of findings, taxonomies show the conceptual range of findings and provide a foundation for the development of conceptual descriptions and models, theories, or working hypotheses”. The goal is not to determine the prevalence of findings, but rather to identify the underlying conceptual relations signified in, albeit not necessarily explicitly expressed, in the findings [133]. This process is characterized by a degree of innovation as it brings separate ‘parts’ together to form a ‘whole’ greater than the sum of its parts [178].

As described earlier in this thesis, we have studied communication and social media use in software development at length. Our research effort focused on understanding how communication and social media affect and disrupt software development, and consisted of a series of studies [157, 155, 191]. The findings from these studies provided valuable descriptive insights on the phenomena and revealed how developers were using social and communication media. However, we lacked a deeper interpretive understanding of ‘why’ these observations and patterns were happening; e.g., Why were certain channels adopted over others? Why were the observed challenges happening? Why were the community participation patterns the way we observed? Kaplan [76] emphasized that “data describe which empirical patterns were observed, and theory explains why empirical patterns were observed or are expected to be observed”. Indeed, we realized that we needed to conceptualize our findings. As our understanding expanded over time, a mental model of how software is built was formed, and later a theoretical framework of Knowledge Building in Software Development emerged.

6.1 Background

First, we begin with an overview of knowledge work, as a basis for our conceptualization of knowledge transfer and knowledge activities in the context of software engineering.
6.1.1 Understanding The Importance of Knowledge Work

In 1957, Drucker was perhaps the first to recognize knowledge as the world’s most important resource (i.e., as opposed to labor or capital) [36]. There were few indicators of upcoming social or technological transformations during that time, yet Drucker’s remarkable foresight proved insightful and sparked an interest in understanding knowledge work. Not long after, Galbraith [48] and Toffler [162] predicted an emergence of a new class of technical-scientific experts and highly educated individuals—both are early mentions of knowledge workers. In Drucker’s [37] view, what made knowledge workers different was not only the high level of education they obtained, but more importantly, that they owned the organization’s means of production. Inspired by F.W. Taylor’s contributions on the systematic analysis and study of work, Drucker wished to focus on the productivity of knowledge workers: “from now on what matters is the productivity of non-manual workers.” [35]

With an increasing awareness for knowledge and the rise of “knowledge-intensive firms” [2, 152], where highly qualified members trade knowledge, scholars have started defining knowledge work. In Drucker’s view [38], knowledge workers are capable of self-management, involved in defining the scope of their work, continuously innovating, focused on both the quality and quantity of the output, and continuously learning and teaching others. Reich [122] described these workers as “symbolic analytic” workers capable of identifying and solving problems, and connecting sets of information. Sveiby and Lloyd [159], noticing some of Drucker and Reich’s points in their observations, suggested that knowledge-intensive firms need to be high on skilled know-how workers and have a high level of knowledge managerial skills. Winslow and Bramer [186] suggested that knowledge work happens when individuals use their cognitive abilities, technical know-how, interactions with others, and individual creativity to achieve work outcomes.

The term “knowledge worker” may give the impression of an expert individual engaged in solving a problem alone, however, this would be an incomplete understanding of knowledge work. In the literature, knowledge work is often seen as a collective endeavor to solve complex and novel problems. “Perhaps more than any other form of work, knowledge work has pointed to the need for individuals to collaborate together, rather than work alone” [73]. Trauth [163] states that in today’s work environments, it’s necessary for individuals to collaborate with others of similar or complementary areas of competence.
Some of the suggested definitions of knowledge work use the *level of familiarity* with the work situation or with the problem as an important distinction. For instance, Blackler [14] described a conceptual framework that categorized organizations and knowledge types according to two main dimensions: (1) whether the emphasis is on an *individual* or *collaborative* endeavor, and (2) whether the focus is on *familiar* or *novel* problems (as summarized in Table 6.1). In this framework, Blackler illustrated a shift towards organizations that focus on collaborative and novel types of activities, a quadrant representing knowledge work. Note that while these distinctions provide conceptual value, they are less than practical. In reality, the problems and work situations employees face can rarely be considered as completely novel or familiar. Even in situations of non-routine problems, knowledge workers can rely on their domain knowledge and past experience.

Table 6.1: Blackler’s classification of organizations and knowledge types (source: Blackler, 1995 [14]).

<table>
<thead>
<tr>
<th>Focus on familiar problems</th>
<th>Focus on novel problems</th>
</tr>
</thead>
<tbody>
<tr>
<td>Emphasis on collaborative endeavor</td>
<td>Knowledge-Routinized organizations</td>
</tr>
<tr>
<td>Emphasis on contributions of key individuals</td>
<td>Communication-Intensive organizations</td>
</tr>
<tr>
<td>Expert-Dependent organizations</td>
<td>Symbolic-Analyst-Dependent organizations</td>
</tr>
</tbody>
</table>

Knowledge work has invariably influenced work environments and relationships [73], thus leading to new modes of work that rely on group cooperation (e.g., collaborative work systems and computer-supported cooperative work).

### 6.1.2 Knowledge Work and Technology

Drucker’s early predictions about knowledge work were not based on technological advances or social transformations, but rather on his perception of the increased cognitive demands on employees [36]. Since then, we have seen significant social and technological transformations; thus, an important question to consider is: *what is the role of technology in regard to knowledge work?* As modern knowledge work and technology have become inextricably linked together, some scholars argue [121] that contemporary definitions of knowledge work would be incomplete without involving technology [73]. Other scholars caution attributing so much dependence on
technology when defining knowledge work, as technology seems more of a resource for accomplishing knowledge work more efficiently, and less of an attribute of the knowledge work itself.

For the scope of this thesis, instead of discussing technology in general, we’ll focus on socially enabled tools and communication channels. We see three major roles of technology in regard to knowledge work [73]:

1. Social and communication media provide the means for managing knowledge
2. Software can help automate many routine activities in the workplace
3. Social and communication media can serve as the content of the work itself

Moreover, while there is a consensus in the literature that technology does not necessarily define knowledge work, technology has in fact increased the cognitive demands of doing knowledge work.

6.1.3 What is Knowledge?

Now that we have gained an understanding of the importance of knowledge work, we can address the question of what is knowledge? (and what is not knowledge?), and begin discussing the different knowledge types and their transfer in a software development context.

Unfortunately, knowledge is an elusive concept that is difficult to define. Although there is a large existing body of literature on knowledge management, knowledge work, and organizational knowledge [69, 12], there is no consensus among scholars on the definition of knowledge. In fact, the many different views of knowledge identified in the literature and the various types presented in this paper emphasizes the complexity of the topic [14]. Moreover, since knowledge is multi-faceted and complex, considering the different facets of knowledge independent of each other would be a mistake.

Knowledge management literature [67, 28, 106, 174, 107] commonly distinguishes between data, information, and knowledge (also referred to as the DIKW hierarchy). “There is a consensus that data are discrete facts, but after that, consensus is lacking. The lack of consistent definitions for data, information, and knowledge make rigorous discussions of knowledge management difficult” [69]. Nissen [107] operationalizes the triangular hierarchy between these concepts using two dimensions, abundance and actionability, to emphasize the difference between them (as shown in Fig. 6.1). Nissen explains that in a given domain, there is an abundance of data, with exponentially less information and even fewer chunks of knowledge. However, data is not particularly
powerful for supporting action, while knowledge allows individuals and organizations to enact and convert data into action. To further clarify these concepts, information is not a physical thing (e.g., data), but rather a physically-embodied arrangement of data. While knowledge is a mixture of information, experience, contextual information about specific situations, values, and intuition. We’ve chosen to rely on Davenport and Prusak’s definition of knowledge [28]:

**Definition:** “Knowledge is a fluid mix of framed experiences, values, contextual information, and expert insight that provides a framework for evaluating and incorporating new experiences and information. It originates and is applied in the minds of knowledge workers. In organizations, it often becomes embedded, not only in documents or repositories, but also in organizational routines, processes, practices, and norms.”

(source: Davenport and Prusak, 1998 [28, p. 5])

Next, we describe our research approach and process. Then in Section 6.3, we present a theoretical framework that emerged from our work, which describes different knowledge types and their transfer in a software development context.

### 6.2 Methodology

The proposed theoretical framework was created by applying a bottom-up approach consisting of a gradual and iterative analysis, and interpretive synthesis of empirical
data from two previous studies (Fig. 6.2 shows an overview of our research process). I describe the study goal and method used in each of these studies below. I do not describe the full details of the studies here and refer readers to see additional information about these studies in Chapters 4 and 5 of this thesis. Both of our primary studies were iterative, and earlier iterations were also published [156, 192].

Figure 6.2: An overview of the research process (and illustrating the relationship to our previous work).

### 6.2.1 The Studies Used as Ground for Meta-Analysis

#### Study 1: How Social and Communication Channels Shape and Challenge a Participatory Culture in Software Development [155]

We surveyed developers that are active on GitHub in two rounds of surveys: once in 2013 (1,492 responses), and once in 2014 (332 responses). Ignoring incomplete submissions, we had a total of 1,449 survey responses. We inquired about communication channel use for a set of 11 development activities, and investigated which channels were most important to developers, and why those channels were important. Additionally, we inquired about challenges developers face using communication media.
Study 2: How the R Community Creates and Curates Knowledge: An Extended Study of Stack Overflow and Mailing Lists [191]

The main goal of this work was to empirically compare how knowledge, specifically knowledge in question-and-answer (Q&A) form, is sought, shared, and curated on both the R-help mailing list and the R tag on Stack Overflow. We also aimed to gain insights on the knowledge curation process used within the R community (e.g., participation patterns and behaviors). For this purpose, we used a mixed methods exploratory case study methodology. We mined data from the public archives of both the R-help mailing list and Stack Overflow, initially from September 2008 until September 2014, and later extended up to September 2016.

For the sake of clarity, first we present the theoretical framework in Section 6.3, and then we provide its empirical grounding in Section 6.4.

6.3 Knowledge in Software Development: A Theoretical Framework

In this section, we introduce a theoretical framework of knowledge transfer in software development. The knowledge framework builds on existing concepts and models of knowledge work and CSCW, and on empirical findings from two of our recent studies. We combine these theoretical concepts and apply them to our model of software development, resulting in a novel knowledge framework. Later in Section 6.4, we demonstrate how our studies have led to this framework.

6.3.1 Individual Knowledge Types

In 1985, Naur [105] described programming as a “(knowledge) theory building” activity, suggesting that programming (in the loose sense) is not just about producing a program, but also includes the developers’ insights, theory, and knowledge built in the process. By describing two real cases, Naur shows that programming involves not only the source code and documentation (i.e., encoded knowledge), but also the knowledge in developers’ heads (i.e., tacit knowledge). He further explains that tacit knowledge is essential to software support and modification—if a developer was to leave the project, the tacit knowledge allowing these activities would be lost (e.g.,
Tacit knowledge can be further decomposed into procedural knowledge and declarative knowledge [128]. Procedural knowledge is dynamic and involves all the information related to the skills developed to interact with our environments; this knowledge is acquired from practice and experience. While declarative knowledge is static, based on facts, and concerned with the properties of objects, persons, and events and their relationships. Compared to procedural knowledge, declarative knowledge is easy to describe and communicate.

Figure 6.3: Our depiction of Nonaka’s knowledge creation patterns. [108]. We visually illustrated his proposed knowledge transfer patterns.

The literature on knowledge management further distinguishes between different subtypes of knowledge embodied within people’s heads: tacit, implicit, and explicit knowledge. Polanyi [118] talked about tacit knowledge, a form of knowledge that can’t be articulated. Spender [146] suggested that some tacit knowledge has only yet to be articulated, while other tacit knowledge is incapable of it entirely. Nonaka [108, 109, 188] suggested that knowledge is created out of a dialog between tacit and explicit knowledge, forming four patterns: (1) from Tacit to Tacit (e.g., apprenticeship), (2) from Explicit to Explicit (e.g., reconfiguring existing pieces of data and information), (3) from Tacit to Explicit (e.g., learning craft skills, a dialog among organizational members and the use of metaphors to articulate hidden tacit knowl-
edge), and (4) from Explicit to Tacit (e.g., internalization of new knowledge, learning by doing). These four patterns are often referred to as the SECI model—an acronym for socialization, externalization, combination, and internalization [109, 110]. We illustrate these patterns in Figure 6.3. A metaphor of an upward spiral is often used to illustrate how the process depicted by this model enables organizations to continuously create new knowledge. Later, Grant [54] re-framed Nonaka’s model to not only consider tacit and explicit knowledge, but also to include two levels of knowledge: knowledge at the individual level and at the organization level (as shown in Fig. 6.4).

Leonard and Sensiper [90] suggest that instead of separate constructs, tacit and explicit knowledge can be conceptualized as a continuum. Building on this interpretation, Griffith et al. [56] position the knowledge forms at both ends and in the middle of the continuum (see Fig. 6.5): knowledge that is declarative (i.e., explicit knowledge), knowledge that is not declarative but could be made so (i.e., implicit knowledge), and knowledge that has never been and could not likely be declarative (i.e., tacit knowledge). Yet they acknowledge that while some knowledge fits nicely into one of these forms, other knowledge may share elements of all of them.

Other scholars, such as Collins [21] and Blackler [14], make use of a different categorization for knowledge types. Although defined differently, two of the knowledge types they describe, enbrain knowledge (knowledge that is dependent on conceptual skills and cognitive abilities) and embodied knowledge (action-oriented and partially
explicit knowledge), align with the individual knowledge types we defined (tacit, implicit, and explicit). Additional knowledge types described by Blackler—encultured, embedded, and encoded—relate to social knowledge and are covered next.

6.3.2 Social Knowledge Types

The use of communication media in software development extends the knowledge building process by enabling the transfer of knowledge between members. This facilitates individual learning and expression, as well as coordination and collaboration between members of a community. Wasko et al. [179] distinguish different theories of knowledge based on the kind of knowledge they help capture or communicate: (1) knowledge embedded in people that may be tacit or embodied within people’s heads, with its exchange typically done one-on-one or in small group interactions (i.e., tacit, implicit, or explicit knowledge); (2) knowledge that exists in artifacts and can be accessed independently from any human being (i.e., encoded knowledge); and (3) knowledge that is “socially generated, maintained, and exchanged within emergent communities of practice” (i.e., social knowledge).

Developers seek to form and to work in communities of practice, where knowledge can be generated and maintained by the community, preserving the knowledge even when individual members leave. This type of collective knowledge, refers to publicly available knowledge or knowledge embedded within the routines, culture, and norms of the team [146]. Nonaka [108] classified social knowledge as either: objectified (explicit knowledge known to all members), collective (explicit knowledge that has been externalized), or knowledge that has been formed as a shared understanding among the team members (tacit knowledge that has been formed through collective
action). Similar to how they treated individual knowledge, Griffith et al. [56] position these social forms of knowledge on a continuum to represent different levels of interdependence (e.g., greater shared knowledge is more likely to have a high level of interdependence).

Figure 6.6: An illustration of the different knowledge types and where they reside in the context of software engineering.

Blackler’s [14] *encultured knowledge* (the process of achieving a shared understanding) and *embedded knowledge* (which resides in roles, formal procedures, and systematic routines), align with the social knowledge types described above (objectified, collective, and shared understanding). However, we believe that there is added value in pointing out Blackler’s *embedded knowledge* and using it on top of Nonaka’s [108] social knowledge definitions, as it makes it clearer and more explicit when dealing with this type of knowledge. The fifth and final knowledge type described by Blackler, *encoded knowledge*, describes information that has been externalized, such as books, documentation, and information encoded and transmitted through social and communication channels.

Figure 6.6 depicts the different knowledge types and where they reside in the context of software engineering.
6.3.3 Team, Community, and Organizational Knowledge

Linking the individual knowledge types (Section 6.3.1) and social knowledge types (Section 6.3.2) is the team’s potential and usable knowledge. Griffith et al. [56] describe potential knowledge as the combination of an individual member’s tacit, implicit, and explicit knowledge, as well as the team’s objectified, collective, and shared understanding knowledge. The amount of usable knowledge, i.e., potential knowledge that has been realized, depends on the individual member’s absorptive capacity (i.e., an individual’s ability to utilize available knowledge), the availability of relevant communities of practice, and the team’s transactive memory and synergy [56].

The ability to transform individual’s tacit and explicit knowledge into team-level social knowledge is expressed through transactive memory [181, 182, 56] (as illustrated in Fig. 6.7). “The transactive memory system in a group involves the operation of the individuals’ memory systems and the processes of communication that occur within the group” [181]. It is a shared system for encoding, storing, and retrieving knowledge available to the group, and a collective awareness of who knows what. Wegner [182] describes three core factors necessary for a group’s transactive memory to be effective: (1) directory updating (“who knows what?”), (2) information allocation (distributing knowledge based on whose expertise is best suited), and (3) retrieval coordination (retrieving knowledge given the expertise in the group). The known experts or assigned individuals in the group are usually responsible for the encoding, storage, and retrieval of any new information. In the absence of assigned experts, more subtle rules are used to direct continuing responsibility [181].

We can further distinguish between knowledge that is brought into the team (through transactive memory) and additional knowledge that is generated within the team (referred to as synergistic knowledge). Synergistic knowledge defines knowledge generated within the team (as illustrated in Fig. 6.7), beyond the potential knowledge initially held by the team’s individuals [8]. Both transactive memory [181, 182, 56, 93, 103] and synergistic knowledge [180] moderate the transformation of potential team knowledge into usable knowledge. Additionally, access to communities of practice enables the transfer of both explicit and tacit knowledge, and these communities provide the learning context needed to enact potential team knowledge [90, 56]. In addition to long term knowledge held by the team, a team also relies on fleeting knowledge in the form of the team’s situational awareness [22, 42] (also referred to as the ‘team situation model’ or ‘dynamic understanding’). This
knowledge is the team’s collective understanding of the specific situation acquired during the execution of a task, which changes depending on the specific task [22].

Broadening our perspective, we can further use the framework constructs defined in this section to describe community and organizational knowledge (as illustrated in Fig. 6.6). Thus organizational knowledge can consist of: (1) knowledge that resides in the individual members and teams, (2) knowledge that is captured in the community records and channels, and (3) knowledge that is embodied in the community’s procedures, routines, norms, and layout [71]. Nonaka [108] believed that “organizational [and community] knowledge creation hinges on a dynamic interaction between the different modes of knowledge conversion. That is to say, knowledge creation centers on the building of both tacit and explicit knowledge and, more importantly, on the interchange between these two aspects of knowledge through internalization and externalization.” The systems that moderate these knowledge exchanges are knowledge activities, which we describe next.

6.3.4 Knowledge Activities in Software Development

Knowledge management scholars have explored a variety of practices, actions, and activities carried out in personal and organizational knowledge work [28, 98, 144, 29, 40,
As a result, multiple taxonomies for knowledge activities exist (a selection of recent taxonomies are shown in Table 6.2), each mapping the types of activities knowledge workers perform. While these sources describe the knowledge activities individuals partake in, an explicit definition of a knowledge activity is lacking in the literature. Knowledge management scholars further emphasize that “there is no real consensus on definitions that describe the activities that are required to transform information to knowledge...This lack of consensus on the terms used to describe components of knowledge management makes rigorous debate difficult” [12].

**Table 6.2**: A selection of existing taxonomies for knowledge activities.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Acquisition</td>
<td>Authoring</td>
<td>Acquiring</td>
<td>Awareness</td>
<td>Acquisition</td>
<td>Acquisition</td>
<td>Acquisition</td>
</tr>
<tr>
<td>Application</td>
<td>Review</td>
<td>Acquiring</td>
<td>Collaboration</td>
<td>Assimilation</td>
<td>Authoring</td>
<td>Analyze</td>
</tr>
<tr>
<td>Creation</td>
<td>Planning</td>
<td>Composing</td>
<td>Conversations</td>
<td>Control</td>
<td>Co-authoring</td>
<td>Authoring</td>
</tr>
<tr>
<td>Dissemination</td>
<td>Collaboration</td>
<td>Organizing</td>
<td>Creativity</td>
<td>Coordination</td>
<td>Expert Search</td>
<td>Co-authoring</td>
</tr>
<tr>
<td>Documentation</td>
<td>Communication</td>
<td>Processing</td>
<td>Establishing and</td>
<td>Emission</td>
<td>Feedback</td>
<td>Dissemination</td>
</tr>
<tr>
<td>Packaging</td>
<td></td>
<td></td>
<td>maintaining</td>
<td>Generation</td>
<td>Invitation</td>
<td>Expert search</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>relations</td>
<td>Leadership</td>
<td>Training</td>
<td>Information</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Exposure</td>
<td>Measurement</td>
<td>Update</td>
<td>search</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Lurking</td>
<td>Selection</td>
<td></td>
<td>Learning</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Making sense of</td>
<td></td>
<td></td>
<td>Monitoring</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>information</td>
<td></td>
<td></td>
<td>Networking</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Organizing ideas</td>
<td></td>
<td></td>
<td>Service search</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

For the purpose of defining the term ‘knowledge activity’, we rely on Kuutti’s formulation of an activity [79]. However, we rephrased his definition to focus on knowledge activities, replacing the term ‘object’ with the term ‘knowledge target’.

**Definition**: A knowledge activity is a ‘form of doing’ directed at a knowledge target, and knowledge activities are distinguished from each other according to their knowledge targets. Transforming the knowledge into an outcome motivates the existence of an activity. Knowledge can be a material thing, but it can also be less tangible (such as a plan) or completely intangible (such as a common idea) as long as it can be shared for manipulation and transformation by the participants of the activity.

(source: Kuutti, 1996 [79])

The most recent description of knowledge activities that is applicable to software development is the knowledge action typology for knowledge workers offered by
<table>
<thead>
<tr>
<th>Knowledge Activities</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Authoring</strong>:</td>
<td>Independently creating code and related artifacts. For example, documentation, tutorials, architecture documents, technical presentations, etc. This activity enables the externalization of implicit and explicit knowledge into encoded knowledge.</td>
</tr>
<tr>
<td><strong>Co-Authoring</strong>:</td>
<td>Collaboratively creating code and related artifacts (e.g., shared documents, presentations). Through the use of transactive memory and team synergy, this activity enables the externalization of individual implicit and explicit knowledge into encoded knowledge, and the generation of added synergistic knowledge within the group.</td>
</tr>
<tr>
<td><strong>Searching</strong>:</td>
<td>Looking up information, services, or experts. This activity refers to the search and retrieval of internalized or encoded knowledge, and may make use of the team’s transactive memory (e.g., finding the expert on a specific API).</td>
</tr>
<tr>
<td><strong>Learning</strong>:</td>
<td>Acquiring new knowledge, skills, or understanding for the purpose of supporting work. This activity refers to how individuals internalize knowledge. It can support tacit and implicit knowledge acquisition (i.e., procedural knowledge), and explicit knowledge acquisition (i.e., declarative knowledge)—the supported types are determined based on the actions executed. For example, this includes knowledge gained from formal sources such as books, courses, or training, and informal sources such as social interactions, feedback, learning by doing, and observing others. The acquired knowledge gains value when it comes from the context in which the knowledge is to be used.</td>
</tr>
<tr>
<td><strong>Information Organiz...</strong></td>
<td>Managing personal or organizational information. This involves the management (e.g., transfer, filtering, moderation) of encoded knowledge stored within artifacts or within channels. This can also refer to the transfer of internally stored knowledge (i.e., implicit or explicit) into externally encoded knowledge (e.g., making a task list), and internally storing knowledge about ‘where things are’ [181].</td>
</tr>
<tr>
<td><strong>Feedback</strong>:</td>
<td>Includes both gaining and providing feedback on technical artifacts such as code (e.g., via code reviews or architecture reviews). This activity allows team members to contribute to and take advantage of the tacit and implicit knowledge within the team (knowledge which is typically difficult to transfer).</td>
</tr>
<tr>
<td><strong>Dissemination</strong>:</td>
<td>Sharing information about work results, which can be either content (e.g., code, documentation, etc.) or developer activity (e.g., status reports). This activity enacts group knowledge processes (encoding and storage), and supports the core factors necessary for effective use of transactive memory: updating the directory of ‘who knows what?’, and information allocation among group members. This activity also contributes to the team’s situational awareness by signaling and providing helpful cues and information [132].</td>
</tr>
<tr>
<td><strong>Monitoring</strong>:</td>
<td>Staying up to date about new technologies, practices, trends, and tools for software development. It can also refer to keeping track of one’s development activities or a collaborator’s activities, thereby providing support to the team’s situational awareness. Monitoring can also lead to unplanned or serendipitous discovery of new information.</td>
</tr>
<tr>
<td><strong>Networking</strong>:</td>
<td>Creating and maintaining a work-related social network, or interacting with others to exchange information and develop contacts (e.g., at meet-ups or conferences).</td>
</tr>
</tbody>
</table>
Reinhardt et al. [124], which the authors formed based on previous work, existing taxonomies, and an empirical study (involving a survey and task execution study). However, Reinhardt el al.’s typology is aimed at knowledge work, not software development, and it needs to be adapted and refined in order to be used for capturing the activities found in software development. A preliminary use of Reinhardt’s theoretical framework in software engineering by Ford et al. [46] helped identify software engineering personas.

More importantly, neither Reinhardt el al.’s knowledge framework nor any of the existing knowledge-activity taxonomies make use of or link to the knowledge constructs and knowledge types described above. Thus in this chapter, we propose a coherent taxonomy of knowledge activities in the context of software development. Each knowledge activity is defined and characterized with the knowledge terminology and constructs established earlier in this chapter. Table 6.3 shows our knowledge activity taxonomy.

6.4 Empirical Grounding: Reflecting Back on Our Original Studies

In this section, we show how our primary studies led to the proposed theoretical framework (as described in Section 6.3). In order to facilitate traceability between the empirical findings and the framework, we reflect back on our primary studies and include references to the relevant constructs of the theoretical framework. For conciseness, not all aspects of the framework are presented in this reflection, but only the most pertinent ones. We believe it demonstrates how this is grounded in empirical work. It is important to note that, the framework is not only based on our empirical findings (Chapters 4 and 5), but also on our implicit insights and extensive experience of studying communication media use in software development.

6.4.1 How Communication Media Supports and Impedes Knowledge Transfer in Software Development

From previous studies [166, 27, 141, 142], we learned that developers use social and communication media to support their development activities, however, we didn’t know what those activities were and which social and communication channels sup-
ported these activities. Our study (which I described in Chapter 4) has provided insights into both. We found that software developers use a large assortment of communication media: face-to-face, books and magazines, web search, news aggregators, feeds and blogs, content recommenders, social bookmarking, podcasts, discussion groups, public and private chat tools, professional networking sites, developer profile sites, social networking sites, code hosting sites, microblogs, project coordination tools, and Q&A sites. Moreover, we formed and confirmed a preliminary list of 11 development activities (see Fig. 6.8), and linked these activities to specific channel types. For example, our findings showed that developers used Web Search and Q&A sites such as Stack Overflow to search for answers. Figure 6.8 summarizes our findings and shows which social and communication channels developers indicated to use when performing their professional activities. Furthermore, these findings helped us form a conceptual model of a software development knowledge ecosystem, linking developers, activities, and channels together.

Figure 6.8: Channels used by software developers and the activities they support. Results are based on a survey with 1,449 developers (Chapter 4).

By building on our preliminary list of developer knowledge activities [155] and related work [124, 123], we formed a taxonomy of knowledge activities for software development. The revised taxonomy of knowledge activities, which is part of our
proposed theoretical framework (presented in Section 6.3.4), has been refined and extended multiple times through successive studies. Table 6.4 illustrates how our conceptualization of the knowledge activities in software development has evolved from our original study [155]. Some activities were merged, some were generalized or renamed, and other new activities were added. The revised list of knowledge activities we propose in this chapter (shown in Table 6.3) has emerged from our findings. However, these activities have been also reinforced by Reinhardt et al.’s [124] findings from the knowledge work domain, and later these activities were validated by Ford et al. [46] in a software development context.

Table 6.4: Linking our preliminary formulation of knowledge activities for software development to the emerging theoretical framework knowledge activities.

<table>
<thead>
<tr>
<th>Preliminary Activities</th>
<th>Knowledge Framework Activities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Stay up to date</td>
<td>Monitoring</td>
</tr>
<tr>
<td>Find answers</td>
<td>Searching</td>
</tr>
<tr>
<td>Learn</td>
<td>Learning</td>
</tr>
<tr>
<td>Discover others</td>
<td>Monitoring</td>
</tr>
<tr>
<td>Connect with others</td>
<td>Networking</td>
</tr>
<tr>
<td>Get and give feedback</td>
<td>Feedback</td>
</tr>
<tr>
<td>Publish activities</td>
<td>Dissemination</td>
</tr>
<tr>
<td>Watch activities</td>
<td>Monitoring</td>
</tr>
<tr>
<td>Display skills / accomplishments</td>
<td>Dissemination</td>
</tr>
<tr>
<td>Assess others</td>
<td>—</td>
</tr>
<tr>
<td>Coordinate with others</td>
<td>Co-authoring</td>
</tr>
<tr>
<td>—</td>
<td>Authoring</td>
</tr>
<tr>
<td>—</td>
<td>Information organization</td>
</tr>
</tbody>
</table>

Next, we needed to define each activity and articulate it in terms of the knowledge constructs—something that hasn’t been done in any of the earlier existing studies nor in the other knowledge activity taxonomies. In our original study [155], we began to contemplate on the type of knowledge a channel can support, and considered four types of knowledge: (1) knowledge captured in developers’ heads; (2) knowledge externalized in tools; (3) knowledge stored in community knowledge resources; and (4) knowledge captured in developer networks. As part of an interpretive conceptualization approach, we used well-established knowledge definitions (provided in Sections 6.1 and 6.3) to assign and link the different knowledge types to our knowledge building conceptual model of software development (shown in Figures 6.6 and 6.7), and to define and characterize the knowledge activities themselves (shown in Table 6.3), resulting in a theoretical framework. In doing so, we realized that software is the combined knowledge within a team, community, or organization, where social
and communication media mediate knowledge transfer in the following ways:

- Between different individual knowledge types (e.g., implicit → explicit)
- Transactive memory: from the individual to a group level (individual → social knowledge types)
- Synergistic: create new shared knowledge (beyond the knowledge brought by group members)
- Encodifying knowledge and retrieving knowledge
- Facilitating or supporting awareness (e.g., who knows what)

Social and communication channels not only support but also impede developers in forming and sharing knowledge in a highly collaborative manner.

### 6.4.2 How Transactive Memory Manifests on Stack Overflow

In the second study [191], we empirically compared how knowledge, specifically knowledge in question-and-answer (Q&A) form, is sought, shared, and curated on both the R-help mailing list and the R tag on Stack Overflow. Additionally, we gained insights on knowledge activities members of the R community partake in (co-authoring, learning, dissemination).

Our findings indicated that there were two different approaches for constructing knowledge: **participatory knowledge construction** where members cooperate and complement each other’s contributions, and **crowd knowledge construction** where members work towards the same objective but not necessarily together. A similar pattern was observed by Tausczik *et al.* [161] who examined how users on Math Overflow collaborate and construct knowledge. Our findings indicated knowledge transfer through Stack Overflow was done in a more crowdsourced manner, while knowledge transfer through the R-help mailing list was usually in a participatory manner.

By considering the definition of team knowledge from our framework (Section 6.3.3), we now understand that these two different knowledge transfer approaches relate to **transactive memory** support and **synergistic knowledge**. Stack Overflow’s design and mechanisms enable transactive memory and facilitate the shared system needed for encoding, storing, and retrieving knowledge within a group. The system is designed to aid in information allocation (using tags and encouraging high quality answers), information retrieval (via search and answers from community experts), and managing of ‘who knows what’. The mailing list channel does not support transactive memory by design, and members of the R community need to manage
the knowledge exchanges themselves, assigning roles and setting up community rules. However, our results [191] also imply that Stack Overflow’s gamification mechanisms seem to discourage collaborative knowledge creation between users, reducing synergistic knowledge creation (additional knowledge that is generated within the team beyond the potential knowledge initially held by the team’s individuals).

6.5 Discussion

The theoretical framework we propose is a descriptive framework. It helps to describe and speculate on why a phenomena occurs and to explain its consequences. However, with additional investigations, this framework can be further extended to account for extra relations between the constructs (e.g., Actors → Roles → Assemblages) and to broaden our understanding of the existing relations (e.g., Actor → Channel). We emphasize, that our proposed theoretical framework is not yet a theory [154], however, we believe that in the future it can be developed into a theory of knowledge in software engineering. We also recognize that our empirical grounding is based on two studies, which may imply that the generality power of the framework might not be high. Thus, further work is needed to test and extend our framework for a wider range of software development contexts and development activities. At the same time, we believe the usefulness of the framework was shown in part by applying it on our studies and revealing new insights.

Furthermore, while we chose to focus on software development, we believe that our knowledge framework and its contributions can be applicable to other knowledge work domains as well. Kelly [77] saw developers as the prototype of knowledge workers, pushing the boundaries of technology and shaping knowledge work. “Modern knowledge work is enabled by and dependent on information technology-technologies that are created by software developers and used by legions of knowledge workers worldwide. The key difference between software knowledge workers and the others is that other knowledge workers can only use the tools that exist. If a tool doesn’t exist, they can’t use it. Conversely, software developers have the means to create any tool they can imagine.” By seeking to understand how knowledge is transfered and shared within software teams and communities, we can help future knowledge workers build knowledge, manage knowledge flow, and improve productivity. The relevance of our framework increases as more companies become ‘knowledge-creating companies’ that create new knowledge, disseminate it effectively throughout the organization, and
quickly embody it in new technologies and products [109].

### 6.6 Conclusions

The developed product of modern software companies and communities of practice is not only the produced code, but it is also the combined knowledge within the organization. This knowledge is indispensable and is distributed among the organizational systems, its members, routines, processes, and practices. For instance, Netflix’s system “is complex enough that there’s not one person inside the organization that really understands all of it”\(^1\). In today’s software dominated world, industry professionals and researchers care deeply about supporting development teams to be more productive, improving existing work processes, and coping with increasing demand and scale. However, both practitioners and researchers lack the tools to understand the knowledge-building process of software development, or its consequences on productivity. To help with this effort, we sought to lay the theoretical ground for understanding knowledge activities and knowledge transfer in software development. In this chapter, we presented a theoretical framework grounded in empirical work, that allows to better articulate previously discovered patterns, e.g., revealing how transactive memory shapes knowledge construction on Stack Overflow. This articulation, informed by both empirical evidence and literature, helps us understand and describe the knowledge-building process better. Lastly, we believe that our conceptualization of related work and compilation of literature is also a valuable contribution.

---

\(^1\)How Netflix thinks of DevOps (accessed on April 19th, 2018): https://youtu.be/UTKIT6STSVM? t=6m16s
Part IV

General Discussion
Chapter 7

Discussion and Insights

“He who loves practice without theory is like the sailor who boards ship without a rudder and compass and never knows where he may cast.”

– Leonardo Da Vinci

So far in the thesis, I have described a theoretical framework for modeling and conceptualizing knowledge building in software development, and the theories and studies that led to the development of this framework. The previous chapters focused on describing the framework and the process of building the framework, however, there are a few additional topics that should be discussed and I cover them here.

I believe that newly proposed theories and frameworks should discuss two important aspects: the need for a new theory, and ways it can be made actionable. Thus, considering that my long-term goal (beyond my PhD) is to build upon the theoretical framework and form a theory of knowledge in software engineering, I begin this chapter by reflecting on why we need another theory. To support my arguments, I summarize existing theories used in software engineering that are relevant to the subject matter of the thesis. Then, I reflect on the insights that came from the studies described earlier in the thesis, and discuss how the proposed knowledge framework can be operationalized. Subsequently, I evaluate the framework along two main criteria: credibility and applicability. Lastly, I reflect on additional factors that have shaped my researcher bias as a result of the additional studies I conducted or have been part of (that are not part of this thesis).
7.1 Why Do We Need Another Theory?

As a maturing multidisciplinary field, software engineering relies on and uses a multitude of theories, theoretical frameworks, and models [65]. They can be used to: (1) **analyze** relationships (e.g., via taxonomies, classifications, and ontologies), (2) **influence designs**, (3) **generate post-hoc explanations** of observed phenomena, or (4) **predict** future cause-effect relationship(s) [143]. Some of these theories originate from within software engineering, while others are borrowed from other fields such as cognitive science, social psychology, and knowledge work. Earlier examination by Glass et al. [52] suggested that software engineering research relies little on other disciplines for its thinking, however, Hannay et al. [65, Table 4] showed a much higher degree of interdisciplinarity through their systematic review of theory use in software engineering. Nonetheless, there is no doubt that software engineering needs theories [75, 45].

Then the question is, within the subject matter of the thesis, do we need another theory? Indeed, there are existing theories that relate to the topic of this thesis:

- Naur’s **Programming as Knowledge Building** theory [105] emphasized the importance of tacit knowledge within software teams. Polanyi’s **Personal Knowledge** theory [118, 119] has also contributed to our understanding of tacit knowledge. These theories emphasize that certain knowledge, while difficult or even impossible to transfer, is essential to knowledge work. The implications of this transcend to the digital and social era and highlight that “the larger, primarily tacit unit of context cannot be adequately represented in a computer system. Accordingly, the role of computer software should be to support human interaction and collaboration, rather than to replace or fully model human cognition” [150].

- Lave and Wenger’s theory of **Communities of Practice** [85, 86] highlighted that collective learning involves a deepening process of participation in communities of practice. Rather than considering learning as the acquisition of certain types of knowledge, Lave and Wenger place it in social engagements that provide the proper context for learning—situations of co-participation. They believe that humans are generally members of a number of such communities (either as core or peripheral members).

- Wasko’s theory of **Public Knowledge** [179] (i.e., social knowledge) proposed that knowledge can be considered a public good, owned and maintained by
a community (as opposed to being owned either by the organization or by individual members). He suggested that organizations should use social media to develop communities of practice and manage knowledge as a public good.

- Reinhardt’s [124, 123] **Knowledge Worker Theory** outlined a typology of knowledge workers and their respective knowledge actions (i.e., a framework of knowledge worker roles and activities). My work on developer knowledge activities was inspired and shaped by this framework.

- **Activity Theory** [43] views learning at both the individual and the community level. Vygotsky, who created activity theory, believed that the smallest possible unit for analysis of social processes should be an ‘activity’. Activity theory highlights mediated cognition and “situates the individual firmly in the activity system, which includes not only other individuals, but the mediating artifacts and the community or societal context as a contradictory whole” [149]. Engeström updated the theory to include aspects of division of labor, the role of a community in the social process, and the existence of implicit and explicit rules (thus making it very relevant to CSCW and HCI). Activity theory aims to examine small-group interactions, but typically only reveals the larger societal issues. Rather than analyzing how a group interactionally builds knowledge, it is concerned with the group’s situation in the larger organizational context and how the group deals with management issues [150].

- Stahl’s **Group Cognition** theory [149, 150] highlights the goal of “developing a post-cognitive view of cognition as the possible achievement of a small group collaborating so tightly that the process of building knowledge in the group discourse cannot be attributed to any individual or even reduced to a sequence of contributions from individual minds” [150]. This theory emphasizes the idea of an interactional space for interactions within a small group, and directly relates to the concept of synergistic knowledge (Section 6.3.3).

The theories above have inspired and shaped my understanding of developer activities and of the software development process as a whole. Most of them were used as building blocks or supported the way we modeled knowledge building within software development. On top of these theories, there is also related work in the form of theses, which I consulted with throughout my research. Treude [164] examined the role of social media artifacts in collaborative software development; Aranda [4] proposed a theory of shared understanding for software organizations; Wagstrom [175] described vertical interaction in open software engineering communities; Arciniegas-Mendez [5]
proposed a model of regulation (as support of collaboration) for software engineering; Mitchell [102] examined software process improvement through the identification and removal of project-level knowledge flow obstacles; Walenstein [176] proposed a distributed cognition framework to provide cognitive support in software engineering tools; and, Stam [151] examined knowledge productivity and proposed a way to design and test management methods within knowledge-intensive organizations to improve their knowledge productivity.

All these theories contribute to our understanding of knowledge transfer within software development, but none of them are capable of nor do they aim to model knowledge building within software development. Moreover, it would make little sense to compare these theories as they have different goals and scope; instead I use them to explain and support the links within our model of the software development process. Above, I described the key contribution of each theory and highlighted its limitation(s) in the context of this thesis. My thesis does not attempt to replace these theories; instead I use, expand, and build on their work to propose a knowledge building theoretical framework for software engineering.

7.2 How Can This Framework be Operationalized?

The role of a theory or a theoretical framework is to provide “a logically interrelated set of propositions about empirical reality” [135] (i.e., help explain or predict how the world works). However, when considering usefulness, I align with the philosophical school of pragmatism which asserts that in order to be useful, a theory should also be linked to practice. That link between theory and practice is often nontrivial. There can be several ways to operationalize (make actionable) theories and frameworks. Bednar et al. [11] suggest that “the primary strategy for providing this ‘link’ between theory and practice has been to collect concepts and strategies suggested by the theories and make them available to the practitioners. The concepts and strategies are abstracted out of their theoretical framework, placed within a practitioner’s framework, and grouped based on their relevance to a particular...task”.

Next (in Section 7.3), I demonstrate one way in which the insights from the proposed knowledge framework can be made available to practitioners. By synthesizing the challenges developers face when using social media (that we uncovered in Chapter 4), and by using the knowledge framework and its knowledge activities (Chapter 6), I provide practitioners with a practical heuristic questionnaire to expose
knowledge sharing challenges when choosing or designing communication media.

7.3 Exposing Knowledge Sharing Challenges in Communication Media: A Practical Heuristic

As indicated by the results in Section 4.3, on average modern developers find themselves using at least 12 different communication channels across different activities. While the need for multiple channels makes sense, as specific channels support individual activities differently, the ecosystem of socially-enabled channels and tools developers use is rife with challenges [155, 193]: Developers struggle to handle interruptions, and to effectively collaborate with others. Organizations and communities experience coordination, communication, participation, and social challenges. Furthermore, the use of many communication channels leads to knowledge fragmentation, overwhelmingly large quantities of information, and difficulties in evaluating the quality of information (see Fig. 4.9). In the meantime, new channels emerge and are adopted by developer teams (often adding to the number of channels used rather than replacing existing ones). It is important to note that while sage advice on how to use a single channel or improve its use is increasingly more prevalent, there is little advice on how to use or contemplate on the use of a constellation of communication media.

This leads to important questions. How does one choose the channels to use? How does one evaluate a channel or compare between multiple channels? How can a team or a community outline and reflect on the challenges involved with their choice of communication media? How does one know when to retire a channel or replace an existing channel with a different one?

To help organizations and development teams answer these questions, we describe an inspection method in the form of a heuristic analysis for revealing and mapping knowledge sharing challenges when using social media and communication channels. This section describes an actionable instrument for practitioners, that employs a practical method not guaranteed to be optimal or perfect, but sufficient for the specific goals. We kindly refer the interested reader in the research aspects to Chapters 4-5 and related work [193, 1, 142] that provide a descriptive analysis of the challenges.
7.3.1 Mapping The Challenges

Based on our previous research of communication channels and social media use in software development (described in Chapters 4-5) and related work [193, 183, 1, 142, 3], we synthesized insights on the knowledge sharing challenges developers face, and formed a practical heuristic analysis instrument for developer teams and communities. This heuristic is given in the form of a set of guiding questions (presented in Table 7.1), meant to be used by individuals or groups aiming to expose and map potential knowledge sharing challenges (similarly to the way a cognitive walkthrough method is used to expose usability issues). These questions should be applied per communication channel, and can be used to reflect on a combination of media. If possible, we recommend to use them as guiding questions in a focus group setting, discussing and prioritizing the challenges within a team or across the organization. Note, these questions are not designed to be used as a scorecard, but rather as a reflective and guiding tool.

We list 25 questions, under eight categories. (1) **Knowledge management** questions help reveal challenges about the cost of knowledge sharing, challenges in managing the quantity and quality of knowledge, and challenges of finding who knows what. (2) **Knowledge representation** questions deal with the channel’s ability to properly represent knowledge. (3) **Team and community organizational structure** questions help reflect on challenges that may shape or be shaped by the organizational structure. (4) **Team cognition** questions prompt to consider the channel’s support of knowledge transfer within the team. (5) **Collaboration and awareness** questions help evaluate the channel’s ability to foster collaboration and awareness. (6) **Social attributes** is a category of questions to assess the channel’s ability to support a healthy, reliable, and sustainable network. (7) **Security** questions prompt to consider the channel’s mechanisms for protecting stored knowledge. Lastly, (8) the **literacy** category helps reflect about the expected tool literacy and proficiency for using a channel.

We believe this can be useful for mapping the knowledge sharing challenges involved when adopting new social and communication channels, for assessing the organizational communication flow, and by tool builders when designing new communication tools (such as Slack).

Table 7.1: Heuristic analysis technique to help practitioners reflect on the challenges in communication media use.
Knowledge Management

y / n Does the channel introduce a cost to sharing or searching knowledge? (e.g., as a result of distances, priority, cost of codifying knowledge, or lack of motivation to share knowledge).

y / n Does the channel assist in dealing with knowledge loss? (e.g., employee turn-over, fragmentation)

y / n Does the channel help in assessing the degree of information accuracy, information relevance (e.g., obsolete knowledge), and information credibility (e.g., dealing with spam)?

y / n Does the channel provide mechanisms to manage the amount of incoming knowledge? (e.g., dealing with information overload, finding the signal in the noise)

y / n Does the channel provide mechanisms to easily locate knowledge?

y / n Is it difficult to locate the source of knowledge on the channel? Is it difficult to find domain experts over the channel?

y / n Will this channel be used as a central knowledge repository?

y / n Does the channel provide mechanisms for moderating knowledge (e.g., up-voting, down-voting, editing, flagging)?

Knowledge Representation

y / n Does the channel present knowledge in a consistent way?

y / n Does the channel support the required type(s) of knowledge (i.e., capable of presenting it, allowing to edit and collaborate on it)?

Team / Community Organizational Structure

y / n Does the channel encourage or dictate a specific communication structure (centralized vs decentralized, synchronous vs asynchronous, private vs public, ephemeral vs archival, anonymous vs identified)? Does this communication structure match the organizational structure? (i.e., does it create a shadow organizational structure?)

y / n Does the channel encourage sub-optimal knowledge flows over the channel? (e.g., forcing specific communication structures)

y / n Is there a clear ownership over the generated knowledge? (e.g., a shared document may indicate who contributed which lines, etc.)

Team Cognition

y / n Does the channel help in articulating tacit knowledge?

y / n Does the channel allow users to apply and mobilize knowledge in another context?

y / n Does the channel help in bridging gaps in education and technical knowledge between the communicating members?

y / n Does the channel promote or foster mentorship (formal or informal) between the members?

Collaboration and Awareness
y / n Does the channel help in maintaining group awareness of newly shared knowledge and group members’ activities?

y / n Does the channel introduce distractions and interruptions? Does the channel allow to signal when you’re too busy for interruptions?

y / n Does the channel assist in overcoming communication barriers (e.g., due time zones, geographical distance, language barriers)

Social Attributes

y / n Does the channel help to establish trust and rapport among the members?

y / n Does the channel provide mechanisms to deal with poor attitude and intimidation? (e.g., fear of losing job, fear of criticism)

Security

y / n Does the channel support security mechanisms for stored knowledge?

y / n Does the channel allow to distinguish between secure and non-secure knowledge transfers?

Literacy

y / n Does the channel require a high level of proficiency or technical expertise to fully use the channel?

7.3.2 A Heuristic Analysis of Slack: Understanding How Slack Supports Knowledge Sharing

To illustrate how the heuristic analysis technique can be used, we briefly reflect on our experience with Slack, however, we emphasize that this method is intended to be applied to all the team’s communication media.

Slack (stands for ‘Searchable Log of All Conversation and Knowledge’) is an IRC-like workplace messaging tool that has seen a rapid adoption by developer teams and other knowledge workers. Similar to other research labs [116], we use Slack as our main communication medium, after it had replaced Email, to accommodate a team of local and remote researchers, developers, and collaborators (16-20 weekly active users). Our conversation history includes 110k private and public messages to date, across 14 internal ‘channels’ (e.g., weekly-updates, water-cooler).

Slack allows our research group to overcome collaboration and awareness challenges, as it allows members to subscribe and unsubscribe to specific channels, and includes a notification mechanism for when one’s attention is required. Additionally, Slack provides mechanisms to deal with interruptions, giving users the ability
to signal when they are busy, and control the notification sensitivity. Slack also confirms with users before they mass-broadcast or contact members in different time zones—reducing unnecessary interruptions.

We also found Slack to be supportive of **team cognition** and effective for sharing tacit knowledge in the team (e.g., it allows group members to watch how others use it for devops).

At the same time, we identified significant challenges relating to **knowledge management**. Slack doesn’t provide effective mechanisms to moderate and curate knowledge: there is no way to indicate or locate high quality content, to edit or build upon stored knowledge, or to locate domain experts. In our group, we mitigate these challenges by complementing Slack with additional channels such as GitHub. However, in larger communities (e.g., our city’s tech community of professionals, designers, developers, and students has 1,796 active members on Slack) these challenges are amplified. Slack’s lack of support for managing large amounts of incoming information, and its realtime-messaging design exacerbate and add to the knowledge management challenges.

Slack is capable of displaying many types of documents, but we found it lacking in terms of **knowledge representation**. Specifically, it does not support co-authoring of documents (e.g., collaboratively editing code snippets). Our group mitigates this with the use of integrations (Google Docs, GitHub).

Lastly, we found Slack to be accessible with a low barrier of entry, however **tool literacy** can still be an issue. Surprisingly, we saw people that found it harder to use than expected.

Notably, our intention in this reflection is to focus less on Slack itself, and more on how the heuristic technique helped us reflect on what a channel such as Slack brings to or removes from our group’s communication. It helped us surface and spark a discussion on challenges we didn’t realize we had or have implicitly solved.

### 7.3.3 “A Problem Well Put is Half Solved”

The heuristic analysis instrument described in this section isn’t meant to prescribe which communication tools to adopt nor to rank them. Instead, this method should force communities and organizations to reflect on the challenges inherent in their use of social and communication media, and inform future or surface current challenges. By itself this instrument will not solve the challenges, but knowing the problem is
often half the solution and awareness of the challenges can ensure they are addressed sooner. Organizations will be able to take mitigating steps, e.g., provide training to address literacy challenges, or raise awareness on ownership issues when the channel is first adopted or the workflow is determined. It is also important to emphasize that the severity of the challenges teams and organizations may face will depend on the organizational routines, processes, practices, and norms.

7.4 Evaluating the Theoretical Framework

While quantitative research uses validity and reliability to describe the quality of research (accuracy, consistency and equivalence), these criteria are not recommended for qualitative research [189]. It is because quantitative and qualitative types of research have different historic origins, and consequently, different interpretations of the words meaning and truth. Where researchers of one approach are removed from the context, researchers of the other are embedded in the context and social situations.

Instead, for evaluating the quality of my framework, I will use the terms credibility and applicability. Credibility refers to the trustworthiness of the findings and whether they reliably reflect a person’s (e.g., researcher, participant, reader) experiences with the phenomenon and its interpretation [94, 24]. Credibility is increased when researchers (1) report on the data collection and analysis processes, (2) use triangulation, (3) acknowledge and reveal their researcher bias (reflexivity), (4) report and link to evidence, (5) understand and spend time in the domain, (6) consult with experts and stakeholders, and (7) reveal and consider variations and discrepant information. Applicability refers to the depth of the phenomenon, usefulness, fit, level of conceptualization, and confirmability of the findings.

Please note that while credibility is a commonly accepted term, I was not able to find an agreed upon term to represent usefulness [136], thus I chose to use applicability\(^1\).

Credibility

The proposed theoretical framework was created by applying a bottom-up approach consisting of a gradual and iterative analysis, and an interpretive synthesis of two

\(^1\)Different schools of thought and research paradigms have their own view on the criteria terminology for assessing quality of qualitative research.
empirical studies. The framework emerged from these studies and is grounded in them. In these studies, we extensively reported on the data collection and data analysis processes, and we linked to the generated evidence (e.g., codes, memos, and other traces of the analysis)\(^2\). Our observations were contextualized, taking into account the studied social situations and domain. In Chapter 6, I further describe the links between the empirical studies and the framework, and how these studies shaped the framework.

An important part of credibility stems from the researchers themselves and the trustworthiness of their interpretations. I include descriptions of these aspects in the dissertation as well. Section 3.5 describes how I positioned myself as a researcher in my studies, both an *insider* and an *outsider*, a combination that helps understand the impact of socio-technical systems on existing processes and behaviors. Creswell [24] stressed that understanding of the domain requires spending extensive time in the field. Over the period of my PhD, I have familiarized myself with the domain and gained a deep understanding of the domain under study, with specific focus on knowledge building, social media, and collaborative work within software engineering. I am well familiar with the landscape of tools and the processes developers use. At the same time, I also acknowledge, identify, and describe my researcher bias and how it affected my interpretations.

However, researchers are not expected to employ all the procedures that maximize credibility within a single study or body of work. For instance, Creswell [24] recommended employing at least two of the eight procedures he identified. In the case of the work described in this thesis, the following were not used: triangulation (from different sources of data, methods, or observers), consulting with domain experts and stakeholders, and negative case analysis.

**Applicability**

Beyond credibility, it is important to also consider the usefulness of the framework. Sections 7.2 and 7.3 described and demonstrated how the framework can be made actionable. Additionally, it should be noted that the proposed framework is not a theory yet [154]. However, with additional investigations, this framework can be further extended to broaden the existing relations and account for extra relations

\(^2\)We shared the collected data used in the studies, excluding any identifiable information about the participants.
between the constructs (e.g., Actors → Roles → Assemblages), becoming a theory in the future. The usefulness is also determined by the conceptualization level of the framework [143]: little conceptualization ("minor working relationships that are concrete and based directly on observations"), medium conceptualization ("theories of the middle range that involve some abstraction but are still closely linked to observations"), and high conceptualization ("all-embracing theories that seek to explain social behavior"). I would categorize the theoretical framework as a medium-level conceptualization.

So far, I have discussed the position of the theoretical framework in relation to existing theories in software engineering, demonstrated how it can be made actionable, and evaluated it based on credibility and applicability. Next, I reflect on factors that may have shaped my interpretation and understanding of the knowledge building process.

7.5 My Work on Other Studies and How It Shaped My Researcher Bias and Interpretations

When Creswell [25, p. 8] described social constructivists, he said they "recognize that their own backgrounds shape their interpretation, and they position themselves in the research to acknowledge how their interpretation flows from their personal, cultural, and historical experiences". This also includes the interpretations made and the insights gained by researchers from other studies they previously conducted, even if these studies may not have been directly related. For this reason, I reflect on how the additional studies I’ve conducted may have shaped my interpretation.

Throughout my PhD, I’ve been involved in additional studies which are not part of this dissertation. These studies are broadly (though not directly) related to the subject matter of this thesis. Hence, it is important to note that my experience with and insights from these studies have also shaped my bias in the work described in this thesis.

How GitHub Shapes the Workflow and Fosters Collaboration

In my studies of GitHub [190, 44], I examined how GitHub is used as a collaborative platform in an educational context. My goal was to understand how platforms such as GitHub—that provide social and collaborative features in conjunction with
distributed version control—may improve (or possibly hinder) the educational experience for students and teachers. We conducted a qualitative study focusing on how GitHub is being used in university classes, first focusing on the educator’s perspective [190] and then on the student’s perspective [44].

We found that GitHub provided significant benefits compared to traditional learning management systems. It provided a shared space, i.e., a shared repository for group memory, for students and educators (collaborating over course notes, references, and other resources and material) and helped manage course versioning (giving access to previous iterations of a course). Moreover, GitHub fostered the reuse and sharing of course materials and knowledge (across semesters, among different instructors, and between universities). It enabled transparency of student activities (with mechanisms such as the graph view and the news feed), that promoted awareness and supported regulation and collaboration—helping transform passive observation into active participation. These benefits have shaped the workflow of students and educators as a whole. For example, educators were actively helping students that got stuck or were about to go ‘off track’.

Interestingly, there are many parallels between these findings and our observations in the social media studies. In retrospect, I believe that these studies of GitHub in an educational context have shown me how social media platforms can shape workflows and knowledge flow, and introduced me to the role and impact of communities of practice.

Using Regulation to Understand Collaboration Practices and Tool Support Within Software Development

I worked with Maryi Arciniegas-Mendez [5] to seek an understanding of and explore how individuals and groups regulate each other within software teams and communities. Regulation is the combination of mindful processes developers engage in to determine what tasks they need to complete and who should be involved, what their goals are relative to those tasks, how they should meet their goals, what domain knowledge needs to be manipulated, and why they use a particular approach or tool.

As a result of this research work [6, 7], we formed a Model of Regulation to capture how individuals self-regulate their tasks, knowledge and motivation, how they regulate one another, and how they achieve a shared understanding of project goals and tasks within software teams and organizations. To do this, we borrowed
and adapted regulation constructs from the learning sciences and computer supported collaborative learning literature (CSCL) [63, 62, 101] and applied them to the software engineering domain.

The model of regulation [7] included three modes of regulation: self-regulation, co-regulation, and shared regulation. **Self-regulation** refers to an individual’s processes with respect to a task. **Co-regulation** refers to the recognition of each other’s perspectives and the alignment of ideas regarding the tasks to be completed. However, co-regulation is afforded and constrained by the complete social context, including people, tools, technologies, and practices. **Shared regulation** involves joint control of a task through shared (negotiated), iterative fine-tuning of cognitive, behavioral, motivational, and emotional conditions/states as needed. The model also includes processes related to the strategic decisions required to perform a task. In particular, regulation in software engineering consists of five interconnected processes (see Fig 7.1).

This study exposed me to important dimensions of collaboration (behavior, cognition, and motivation) and granted me insights about sub-processes that govern
activities (e.g., Task Understanding, Enacting) at different levels (self-, co-, shared). It further helped me familiarize myself with other existing collaboration and CSCW models (e.g., 3C model, MoCA). In hindsight, I believe this study encouraged me to not only focus on understanding the tools and channels developers use, but to explore the theoretical underpinnings of why certain tools and practices are used, and to consider collaboration at a metacognitive level.

How Bots are Disrupting and Augmenting Software Development

Together with Carlene Lebeuf and Margaret-Anne Storey, we examined the role of Bots in software development [157, 87, 88]. In general, Bots are seen as applications that automate repetitive or predefined tasks. In software development, they are used to help developers make smarter decisions and to support developers that need to communicate and coordinate with others. The micro-services that Bots provide are not new, but the way they are presented to developers, through a conversational UI embedded in developer chat channels, is changing how tools are integrated in the developer’s tool suite.

In their basic form, Bots serve as a conduit or an interface between users and services, typically through a conversational user interface (UI), and are further enhanced by adding personalization and a memory. They can be designed to operate in pull mode, where the user initiates the interaction, push mode, where the Bot initiates the interaction, or a combination of both. Bots are most commonly used for automating tasks (e.g., running tests when certain conditions are met) or for gluing tools together. Bots may leverage AI or machine learning techniques, or they may capture or analyze data generated by other tools and Bots.

First, we outlined the modern Bot landscape and proposed a preliminary cognitive support framework that can be used to understand these roles and to reflect on the impact of Bots on productivity in software development [157]. Then, we explored how chatbots can help reduce the friction points software developers face when working collaboratively [87] (e.g., understanding and working towards team goals, adhering to team procedures and agreements, and coordinating team activities). We believe that chatbots have immense potential for supporting developers collaboration needs.

“The real potential of bots isn’t going to be realized with one person using

---

3https://svenpet.com/talks/rise-of-the-machines-automate-your-development/
4http://www.wired.com/2015/06/future-ui-design-old-school-text-messages/
one bot (that’s the old app model), but with multiple people having a normal conversation while the bots augment the stream with relevant context and functionality. This is a pretty far-reaching evolution of how humans interact with technology. It’s cognitively ergonomic.”

(Source: Phil Libin\(^5\))

These studies allowed me to reflect on the role of Bots in the knowledge sharing process and how they would fit into my knowledge framework. The design and functionality of commonly used chatbots (and the way we defined Bots so far) would put them under the ‘channel’ or ‘tool’ category of the knowledge framework (as shown in Fig. 6.6). However, Bots are extremely versatile in terms of the types of knowledge they can transfer, e.g., Bots can elicit individual knowledge and help share and transform it into group knowledge, or they can accumulate tacit knowledge over time. In fact, I believe that future Bots could perhaps even fall into the ‘actor’ category of the knowledge framework (i.e., be considered as knowledge workers), but I haven’t seen a convincing example of that yet\(^6\). I believe that these insights have implicitly helped me refine the proposed knowledge framework.

\(^5\)https://medium.com/@plibin/two-new-bot-investments-from-general-catalyst-dc5f1d61cab6
\(^6\)http://fortune.com/2016/06/24/silicon-valley-last-job/
Chapter 8

Conclusions and Future Work

“I may not have gone where I intended to go, but I think I have ended up where I needed to be.”

– Douglas Adams, 1988

This thesis described a theoretical framework for modeling the knowledge building process and understanding how knowledge transfer is mediated by the social and communication media used in software development. In this chapter, I conclude the thesis by reflecting on future work, discussing avenues for further research, and pointing out the research contributions I made along the way.

8.1 Contributions

The research work described in this dissertation makes the following overarching contributions:

Empirical studies of social and communication media use in software development communities.

In this thesis, I described the empirical studies I’ve conducted on the use of social and communication media in software developer communities. These studies have revealed valuable insights about the impact of communication channel use on developers and the software development process, and how different channels support different knowledge sharing activities. The findings of these studies helped us form the basis for a knowledge building framework in software engineering.
A theoretical framework of knowledge building in software development.

A key contribution of this thesis is the emerging theoretical framework. The knowledge framework aims to provide researchers with the ‘theoretical mechanisms’ needed to understand and articulate knowledge transfer within software development processes and organizations—thus, leading to a better understanding of software development itself. This framework is grounded in our empirical work and has been demonstrated to extend our findings.

A heuristic analysis instrument for practitioners.

To help organizations and development teams choose and design their communication infrastructure, I described an inspection method in the form of a heuristic analysis for revealing and mapping knowledge sharing challenges when using social media and communication channels. This heuristic is given in the form of 25 questions that are designed to be used as a reflective and guiding tool.

8.2 Future Work

The resulting theoretical framework is supported by multidisciplinary theoretical and empirical background and by our empirical findings. The framework is novel and useful, however, it is not extensive enough as currently stated to predict outcomes or prescribe tool and process designs. This leaves many opportunities for future research: I believe the following research directions are of the highest urgency.

Reinforcing the credibility of the framework

The findings described in this thesis come from studies of two specific communities, developers active on GitHub, and the R community. However, the software industry as a whole is both large, and diverse. I plan to evaluate and extend the framework further by investigating additional developer communities. In particular, it would be helpful to use the proposed framework within an industrial context (i.e., through a study within a company), because most of our findings are based on non-industrial communities (even though many of the participants are professional developers). Additionally, as mentioned in Chapter 7, replicating our findings or triangulating the findings with other data sources, methods, or research will be beneficial.
Extending the framework

While I believe the framework includes all the high-level constructs (actors, roles, assemblages & communities, channels, tools, artifacts, processes & practices, and activities), further research is required to confirm the existing relations and find new relations between these constructs. The next logical choice is to investigate the roles that developers take and how these roles are linked to their activities. This can be similar to the work by Reinhardt [124, 123], who examined the roles and activities among knowledge workers, or build on the work by Ford et al. [46], who identified developer personas based on tasks, collaboration styles, and perspectives of autonomy.

8.3 Conclusions

In this dissertation, I presented two empirical studies of social and communication media use in software development communities: (1) the study on how social and communication media affect and disrupt software development, and (2) the study about knowledge curation within the R community. These studies have revealed valuable insights about the impact of communication channel use on developers and the software development process, and how different channels support different knowledge sharing activities. Through an interpretive synthesis of empirical data from the two studies, I have formed a knowledge framework. This framework builds on existing concepts and models of knowledge work and CSCW, and is grounded in the empirical work presented in the thesis. The framework allows us better articulate previously discovered patterns, e.g., revealing how transactive memory shapes knowledge construction on Stack Overflow, and helps us better understand and describe the knowledge-building process in software engineering. Overall, the framework allowed us to move a step closer to understanding how modern software is built. As part of this thesis, I also provided a rich and contextualized background and conceptualization of social media, CSCW, cognition, and knowledge work. Furthermore, I provided an extensive discussion on the added value of the proposed framework and how it may be made actionable in the future.

When I started my PhD, I did not aim or plan to build a theoretical framework of knowledge (nor a theory of knowledge), but I think this is what I needed to do.
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A.2 Survey

University of Victoria Developer Survey:

*How do you communicate and collaborate in 2015?*

Hello!

We're researchers from the University of Victoria and we're interested in how software developers communicate and collaborate.

We'd be grateful if you could help us understand this better by filling the survey below. It should only take about 10 minutes of your time.

This is a purely academic research project with no commercial interests. We will OPENLY PUBLISH the results so everyone can benefit from them, but will ANONYMIZE everything before doing so. We will handle your response confidentially. If at some point during the survey you want to stop, you're free to do so without any negative consequences.

Please find our Letter of Information for Implied Consent here (http://leif.me/files/Consent_Social-Media.pdf), it includes the details on anonymity, confidentiality, and related issues.

Thanks so much for your help!

Margaret-Anne Storey (http://webhome.cs.uvic.ca/~mstorey), Alexey Zagalsky (http://alexeyza.com), Daniel German (http://turingmachine.org), and Leif Singer (http://leif.me) from the University of Victoria (https://www.uvic.ca) in Canada. Fernando Figueira Filho (http://fernandofilho.me/) from the Federal University of Rio Grande do Norte in Brazil.

Basics

1. Do you develop software?
   - [ ] Yes, professionally
   - [ ] Yes, non-professionally -- e.g. pet projects, tinkering,...
   - [ ] Yes, I contribute to one or more open source projects (irrespective of size)

2. How many years have you been programming?
   
   [ ] 1, [ ] 2, [ ] 3, [ ] 4, [ ] 5, [ ] 6, [ ] 7, [ ] 8, [ ] 9, [ ] 10, [ ] 11, [ ] 12, [ ] 13, [ ] 14, [ ] 15, [ ] 16
3. During the past month, which programming **LANGUAGES** did you use?

4. During the past month, which programming **TOOLS** did you use?

5. How many **PROGRAMMING PROJECTS** have you contributed to or participated on (e.g. writing, reviewing code) during the past month?
   - None
   - 1
   - 2
   - 3
   - 4
   - 5
   - Other:  

5.1. Of those projects, think of the one with the **SMALLEST** number of developers you have interacted with. How many developers did you interact with on that project?

5.2. Think of the one of those projects with the **LARGEST** number of developers you have interacted with. How many developers did you interact with on that project?

5.3. How would you describe your main **ROLE(S)** on the projects you contributed to during the past month?

---

**Monitoring and Disseminating Programming Knowledge**

**Note:** The following questions all use the same grid of communication tools. Please focus on what each question is asking for; the options you can choose from are the same for every question.
6. During the past month, the following were important at helping me stay **UP TO DATE** about new technologies, practices, trends and tools for software development. Please check all that apply.

- [ ] Face-to-face communication
- [ ] Books and Magazines
- [ ] Web Search (Google, Bing, Duckduckgo, ...)
- [ ] News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- [ ] Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- [ ] Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- [ ] Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- [ ] Rich Content (Podcasts, Screencasts, ...)
- [ ] Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- [ ] Private Discussions (Email, ...)
- [ ] Public Chat (IRC, ...)
- [ ] Private Chat (IM, Skype Chat, Google Chat, ...)
- [ ] Professional Networking Sites (LinkedIn, Xing, ...)
- [ ] Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)

- [ ] Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- [ ] Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- [ ] Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- [ ] Project Coordination Tools (Basecamp, Bugtrackers, ...)
- [ ] Question & Answer Sites (Stack Overflow, Quora, ...)
- [ ] Other: ____________________

7. During the past month, I have used the following to **KEEP TRACK** of my development activities. Please check all that apply.

- [ ] Face-to-face communication
- [ ] Books and Magazines
- [ ] Web Search (Google, Bing, Duckduckgo, ...)
- [ ] News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- [ ] Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- [ ] Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
During the past month, I have used the following to monitor changes to projects that I care about. Please check all that apply.

- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
Project Coordination Tools (Basecamp, Bugtrackers, ...)
Question & Answer Sites (Stack Overflow, Quora, ...)
Other: 

8. During the past month, I have used the following to monitor changes to projects that I care about.
Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)


9. During the past month, I have used the following to **DISSEMINATE** software engineering content.

Please check all that apply.

- [ ] Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- [ ] Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- [ ] Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- [ ] Project Coordination Tools (Basecamp, Bugtrackers, ...)
- [ ] Question & Answer Sites (Stack Overflow, Quora, ...)
- [ ] Other: ____________

- [ ] Face-to-face communication
- [ ] Books and Magazines
- [ ] Web Search (Google, Bing, Duckduckgo, ...)
- [ ] News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- [ ] Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- [ ] Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- [ ] Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- [ ] Rich Content (Podcasts, Screencasts, ...)
- [ ] Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- [ ] Private Discussions (Email, ...)
- [ ] Public Chat (IRC, ...)
- [ ] Private Chat (IM, Skype Chat, Google Chat, ...)
- [ ] Professional Networking Sites (LinkedIn, Xing, ...)
- [ ] Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

- [ ] Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- [ ] Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- [ ] Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- [ ] Project Coordination Tools (Basecamp, Bugtrackers, ...)
- [ ] Question & Answer Sites (Stack Overflow, Quora, ...)
- [ ] Other: ____________
Learning and Feedback

10. During the past month, the following were important at helping me **LEARN** and improve my **skills**.

*Please check all that apply.*

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other:  

11. During the past month, the following were useful for getting and giving **FEEDBACK** to developers.

*Please check all that apply.*

- Face-to-face communication
- Books and Magazines
12. During the past month, the following helped me **FIND ANSWERS** to specific technical questions. Please check all that apply.

- **Web Search** (Google, Bing, Duckduckgo, ...)
- **News Aggregators** (Hackernews, Reddit, Digg, Slashdot, ...)
- **Feeds and Blogs** (RSS, Feedly, Newsletters, blogs in general, ...)
- **Content Recommenders** (Stumble Upon, Prismatic, Flipboard, ...)
- **Social Bookmarking** (Pinterest, Pinboard, Delicious, ...)
- **Rich Content** (Podcasts, Screencasts, ...)
- **Discussion Groups** (Mailing Lists, Google Groups, Usenet, Forums, ...)
- **Private Discussions** (Email, ...)
- **Public Chat** (IRC, ...)
- **Private Chat** (IM, Skype Chat, Google Chat, ...)
- **Professional Networking Sites** (LinkedIn, Xing, ...)
- **Developer Profile Sites** (Coderwall, Geeklist, Masterbranch, ...)
- **Social Network Sites** (Facebook, Google Plus, vk.com, Diaspora, ...)
- **Microblogs** (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- **Code Hosting Sites** (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- **Project Coordination Tools** (Basecamp, Bugtrackers, ...)
- **Question & Answer Sites** (Stack Overflow, Quora, ...)
- **Other:**

---

**Social Network Sites** (Facebook, Google Plus, vk.com, Diaspora, ...)
- **Microblogs** (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- **Code Hosting Sites** (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- **Project Coordination Tools** (Basecamp, Bugtrackers, ...)
- **Question & Answer Sites** (Stack Overflow, Quora, ...)
- **Other:**

12. During the past month, the following helped me **FIND ANSWERS** to specific technical questions. Please check all that apply.

- **Face-to-face communication**
- **Books and Magazines**
- **Web Search** (Google, Bing, Duckduckgo, ...)
- **News Aggregators** (Hackernews, Reddit, Digg, Slashdot, ...)
- **Feeds and Blogs** (RSS, Feedly, Newsletters, blogs in general, ...)
- **Content Recommenders** (Stumble Upon, Prismatic, Flipboard, ...)
- **Social Bookmarking** (Pinterest, Pinboard, Delicious, ...)
- **Rich Content** (Podcasts, Screencasts, ...)
- **Discussion Groups** (Mailing Lists, Google Groups, Usenet, Forums, ...)
- **Private Discussions** (Email, ...)
- **Public Chat** (IRC, ...)

---

**Social Network Sites** (Facebook, Google Plus, vk.com, Diaspora, ...)
- **Microblogs** (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- **Code Hosting Sites** (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- **Project Coordination Tools** (Basecamp, Bugtrackers, ...)
- **Question & Answer Sites** (Stack Overflow, Quora, ...)
- **Other:**
13. During the past month, I used the following to **PROVIDE ANSWERS** to specific technical questions that other developers or users asked. Please check all that apply.

- Private Chat (IM, Skype Chat, Google Chat, ...)
- **Professional Networking Sites** (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)
- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: 

#13. During the past month, I used the following to **PROVIDE ANSWERS** to specific technical questions that other developers or users asked. Please check all that apply.

- **Face-to-face communication**
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)


14. During the past month, the following helped me DISCOVER OR CONNECT with interesting developers that work on technologies or projects of interest to me. Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (Linkedin, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: __________________________

15. During the past month, the following helped me COMMUNICATE with other DEVELOPERS.
16. During the past month, the following helped me **COMMUNICATE** with **USERS**.

Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: ______________

16. During the past month, the following helped me **COMMUNICATE** with **USERS**.

Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
During the past month, I have used the following to *display* my technical skills or accomplishments. Please check all that apply.

- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumbrl, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: [ ]

**17.** During the past month, I have used the following to *display* my technical skills or accomplishments. Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geeklist, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
Collaborating with Others

18. During the past month, I have used the following to **COORDINATE TASKS** with other developers. 

*Please check all that apply.*

- [ ] Face-to-face communication
- [ ] Books and Magazines
- [ ] Web Search (Google, Bing, Duckduckgo, ...)
- [ ] News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- [ ] Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- [ ] Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- [ ] Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- [ ] Rich Content (Podcasts, Screencasts, ...)
- [ ] Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- [ ] Private Discussions (Email, ...)
- [ ] Public Chat (IRC, ...)
- [ ] Private Chat (IM, Skype Chat, Google Chat, ...)
- [ ] Professional Networking Sites (LinkedIn, Xing, ...)
- [ ] Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

- [ ] Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- [ ] Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- [ ] Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- [ ] Project Coordination Tools (Basecamp, Bugtrackers, ...)
- [ ] Question & Answer Sites (Stack Overflow, Quora, ...)
- [ ] Other:  

Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)

Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)

Project Coordination Tools (Basecamp, Bugtrackers, ...)

Question & Answer Sites (Stack Overflow, Quora, ...)

Other:  
19. During the past month, I have used the following to **COLLABORATIVELY AUTHOR** development **ARTIFACTS** (e.g., code, documentation, blogs, or user manuals, etc). 
*Please check all that apply.*

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)
- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: 

20. During the past month, I have used the following to **MONITOR** my collaborators' activities.
*Please check all that apply.*

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)

21. During the past month, I have used the following for **FINDING EXPERTS** to address specific technical problems. Please check all that apply.

- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

- Social Network Sites (Facebook, Google Plus, vk.com, Diaspora, ...)
- Microblogs (Twitter, Tumblr, App.net, Sina Weibo, Plurk, ...)
- Code Hosting Sites (GitHub, BitBucket, Launchpad, Google Code, Sourceforge, ...)
- Project Coordination Tools (Basecamp, Bugtrackers, ...)
- Question & Answer Sites (Stack Overflow, Quora, ...)
- Other: 

---

21. During the past month, I have used the following for **FINDING EXPERTS** to address specific technical problems. Please check all that apply.

- Face-to-face communication
- Books and Magazines
- Web Search (Google, Bing, Duckduckgo, ...)
- News Aggregators (Hackernews, Reddit, Digg, Slashdot, ...)
- Feeds and Blogs (RSS, Feedly, Newsletters, blogs in general, ...)
- Content Recommenders (Stumble Upon, Prismatic, Flipboard, ...)
- Social Bookmarking (Pinterest, Pinboard, Delicious, ...)
- Rich Content (Podcasts, Screencasts, ...)
- Discussion Groups (Mailing Lists, Google Groups, Usenet, Forums, ...)
- Private Discussions (Email, ...)
- Public Chat (IRC, ...)
- Private Chat (IM, Skype Chat, Google Chat, ...)
- Professional Networking Sites (LinkedIn, Xing, ...)
- Developer Profile Sites (Coderwall, Geekli.st, Masterbranch, ...)

---
22. Please choose the **3 MOST IMPORTANT CHANNELS** for your software development activities. Why are these so important?

1. Please choose ...
   
   Why is this channel so important?

2. Please choose ...
   
   Why is this channel so important?

3. Please choose ...
   
   Why is this channel so important?

23. In general, how do you think the use of social tools has affected your development activities?

   

24. What **CHALLENGES** do you experience from the use of communication and social tools during software development? Please elaborate.

   

Would you like to receive an email when we publish the results of our survey?

- Yes, please!
Would you be up for a short voice interview (Skype, Hangouts, ...) so we can learn more about your response?

☐ Yes, I'd do that!

What is your email address?

*We will only email you if you checked one of the two options above.*

How old are you?

☐ 22 or younger  ☐ Between 23 and 32 years  ☐ Between 33 and 45 years  ☐ Between 46 and 60 years  ☐ More than 61

What is your gender?

☐ Female  ☐ Male  ☐ Other

Which country do you live in?

Choose country ▼

What is your GitHub username?

*This will give us some context for your responses. Leave blank if you're uneasy about it or don't have an account.*

Thanks so much for getting this far!

*Any questions, comments or concerns you’d like to tell us about?*

Submit Response
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**B.2 Survey**

Towards understanding communication channels within a community

Hello!

If you have used Stack Overflow R-tag (http://stackoverflow.com/tags/r/info) or the R-Help Mailing List (https://stat.ethz.ch/mailman/listinfo/r-help), we need your experience. We want to find out how you’ve used it, why and what difficulties you’ve experienced.

We are Carlos Gomez (http://cagomez.com/) and Margaret-Anne Storey (https://margaretannestorey.wordpress.com/), researchers from the Computer Human Interaction and Software Engineering Lab (CHISEL (http://thechiselgroup.org/)) in the Department of Computer Science at the University of Victoria (https://www.csc.uvic.ca/), writing to request your participation in a research project. We’d be grateful if you could help us understand the current use of communication tools, the importance of using an adequate communication tool, and the interplay between tools and the development process by completing an online survey. The survey should take about 10 to 15 minutes.

This is a purely academic research project with no commercial interests. We will openly publish the results so everyone can benefit from them, but will anonymize everything before doing so; your responses will be handled confidentially. Please note that you are not obligated to participate in the survey. If at some point during the survey you want to stop, you are free to do so without any negative consequences. Incomplete survey data will not be used.

Thank you for your consideration!

Please visit the following URL for a complete version of the ethics of this project:
https://drive.google.com/file/d/0B86RrqZJ0GOtSzhTa2xqbzRKdUU/view?usp=sharing
(https://docs.google.com/document/d/1npXpJ1b95FbJbr8iuY3HwPQHHg9eeG-BYdE67As/pub)

Privacy

A note on privacy

This survey is anonymous. The record of your survey responses does not contain any identifying information about you, unless a specific survey question explicitly asked for it. If you used an identifying token to access this survey, please rest assured that this token will not be stored together with your responses. It is managed in a separate database and will only be updated to

---

1The survey included above was part of the study described in Chapter 5. It was designed and conducted by Carlos Gómez Teshima.
Towards understanding communication channels within a community

Demographics

1. What is your **area of expertise?**
   Check all that apply
   - Computer Science
   - Mathematics
   - Life Science
   - Healthcare
   - Other:

2. What is your **occupation?**
   Check all that apply
   - Academia (e.g., professor, or researcher)
   - Student (e.g., graduate or undergraduate student)
   - Industry
   - Other:

3. Do or did you have **experience** as a software developer/programmer prior to learning or using R?
   - Yes
   - No
5 How would you rank yourself as an *R* user?

Choose one of the following answers:

- Beginner
- Advanced beginner
- Competent
- Proficient
- Expert


6 How would you describe your participation in the R community?

Check all that apply:

- I'm just an R user
- I contribute to the R documentation
- I'm one of the R core developers
- I write or maintain R packages
- I submit R bugs
- I am not involved at all
- Other: [ ]

**Question index**

| Q1. Demographics | 1. Demographics |
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Language: English

Stack Overflow

7. Have you used Stack Overflow?

<table>
<thead>
<tr>
<th></th>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
</table>

Question index

1. Demographics
2. Stack Overflow
3. R-Help Mailing List
4. R-Help and Stack Overflow

This free survey template is lovingly crafted by the people of Tools for Research (http://www.toolsforresearch.com/limesurvey-responsive-template)
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R-Help Mailing List

13. Have you **used the R-Help Mailing List**?

<table>
<thead>
<tr>
<th></th>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
</table>

Question index

1. Demographics
2. Stack Overflow
3. R-Help Mailing List
4. R-Help and Stack Overflow
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R-Help and Stack Overflow

19 Why do you think the R-Help Mailing List has not been replaced by Stack Overflow? Please elaborate.

20 In what situations would you choose Stack Overflow over the R-Help Mailing List? Please elaborate.

21 In what situations would you choose R-Help Mailing List over Stack Overflow? Please elaborate.

Question index

1. Demographics
2. Stack Overflow
3. R-Help Mailing List
4. R-Help and Stack Overflow
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Resources used

22 When you see a link on a question, answer or comment. Do you click on it? Why? Please elaborate.

23 In your opinion, links are mechanisms to share...
<table>
<thead>
<tr>
<th>Source code</th>
<th>Not important at all</th>
<th>Somewhat important</th>
<th>Important</th>
<th>Very Important</th>
<th>Not sure/Not Applicable</th>
</tr>
</thead>
<tbody>
<tr>
<td>Documentation</td>
<td>Not important at all</td>
<td>Somewhat important</td>
<td>Important</td>
<td>Very Important</td>
<td>Not sure/Not Applicable</td>
</tr>
<tr>
<td></td>
<td>Not important at all</td>
<td>Somewhat important</td>
<td>Important</td>
<td>Very Important</td>
<td>Not sure/Not Applicable</td>
</tr>
<tr>
<td>----------------------</td>
<td>----------------------</td>
<td>--------------------</td>
<td>----------</td>
<td>---------------</td>
<td>-------------------------</td>
</tr>
<tr>
<td>External libraries</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Authors/users</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
24 Within the context of Stack Overflow and the R-Help Mailing List, can you think of any other benefits of using links? Please elaborate.
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Optional questions
The following questions are optional...

25 Do you have any additional comments that you want to share with us?

26 If you are up for a Skype interview, please enter your email address so we can learn more about your responses!

This is voluntary and it is not a requirement of the survey. If you agree, we'll contact you to make an appointment at your convenience.

27 What is your Stack Overflow username?

This is voluntary and it is not a requirement of the survey. This will give us some context for your responses. Leave it blank if you're uneasy about it!

28 What is your email address on the R-Help Mailing List?

This is voluntary and it is not a requirement of the survey. This will give us some context for your responses. Leave it blank if you're uneasy about it!
29 Would you like to be informed about the outcome of this study and potential publications? If so, please type your email address here:

1

This is not mandatory to participate in this survey! We will only use the email provided to notify you of the results.

Question index

1. Demographics
2. Stack Overflow
3. R-Help Mailing List
4. R-Help and Stack Overflow
5. Resources used
6. Optional questions

Submit

This free survey template is lovingly crafted by the people of Tools for Research (http://www.toolsforresearch.com/limesurvey-responsive-template)
Appendix C

A Model of Knowledge in Software Development: Evolving Over Time

Figure C.1: An early mental model of how we envisioned the software development ecosystem and the role of communities of practice.
Figure C.2: A more mature mental model of the developer knowledge ecosystem.

Figure C.3: The knowledge model I used for my candidacy exam (December 2, 2015).